![](data:image/jpeg;base64,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)

**Practical File**

**Programming in JAVA Lab**

**(PCS 302)**

**B. Tech Fourth Semester**

**Session : 2024 - 25**

**Submitted to: Submitted by:**

**Mr. Parthak Mehra Soumya Bhakuni**

Assistant Professor B. Tech (CSE)

Computer Science & Engineering Section: A

Graphic Era Hill University Uni. Roll No: 2361519

Bhimtal Campus Class Roll. No. : 48

COLLEGE ROLL NO :23012292 EXAMINATION ROLL NO :2361519

![](data:image/jpeg;base64,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)

THIS IS TO CERTIFY THAT **Ms. Soumya Bhakuni** HAS SATISFACTORILY COMPLETED ALL THE EXPERIMENTS IN THE LABORATORY OF THIS COLLEGE. THE COURSE OF THE EXPERIMENTS / TERM WORK IN **Programming in JAVA Lab (PCS 302)** IN PARTIAL FULFILMENT OF THE REQUIREMENT IN **FOURTH SEMESTER** OF **BACHELOR OF TECHNOLOGY (C.S.E.)** DEGREE COURSE PRESCRIBED BY THE GRAPHIC ERA HILL UNIVERSITY, BHIMTAL DURING THE YEAR **2024 - 25**.
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| **1** |  | Write a C program to calculate the sum of all even elements in an array. |  |  |
| **2** |  | Write a C program to determine the union of two given arrays. |  |  |
| **3** |  | Write a C program to determine the intersection of two given arrays. |  |  |
| **4** |  | Write a C program to store N elements in an array and print the contents of the array in reverse order. |  |  |
| **5** |  | Write a C program to find the element with the maximum value from an array. |  |  |
| **6** |  | Write a C program to create a dynamic array. |  |  |
| **7** |  | Write a C program to Implementation Stack Using Array. |  |  |
| **8** |  | Write a C program to Implementation queue Using Array. |  |  |
| **9** |  | Write a C program to convert infix expression into postfix expression. |  |  |
| **10** |  | Write a C program to evaluate any postfix expression. |  |  |
| **11** |  | Write a C program to create and display a Singly Linked List. |  |  |
| **12** |  | Write a C program to insert a new node at the beginning, middle and end of a Singly Linked List. |  |  |
| **13** |  | Write a C program to insert a new node at any given position in a singly linked list. |  |  |
| **14** |  | Write a C program to search for an existing element in a singly linked list. |  |  |
| **15** |  | Write a C program that allows the user to input a key for searching in a singly linked list. The program should delete the node containing the key value and update the linked list accordingly. If the key is not found, display the message “Unsuccessful Search.” |  |  |
| **16** |  | Write a C program to merge two sorted singly linked lists into a single sorted linked list. |  |  |
| **17** |  | Write a C program to create and display a doubly linked list. |  |  |
| **18** |  | Write a C program to insert a node at the beginning, middle and end of a doubly linked list. |  |  |
| **19** |  | Write a C program to insert a new node at any given position in a doubly linked list. |  |  |
| **20** |  | Write a C program to search for an element in a doubly linked list and delete that element from the list. |  |  |
| **21** |  | Write a C program to create and display a Circular linked list. |  |  |
| **22** |  | Write a C program to insert a node at the beginning, middle and end of a Circular linked list. |  |  |
| **23** |  | Write a C program to insert a new node at any given position in a Circular linked list. |  |  |
| **24** |  | Write a C program to search for an element in a Circular linked list and then delete that element from the list. |  |  |
| **25** |  | Write a C program to insert string in linked list in alphabetical order. |  |  |
| **26** |  | Write a C program to remove duplicates from a linked list. |  |  |
| **27** |  | Write a C program to create and reorder a linked list placing all even-numbered nodes ahead of all odd-numbered nodes. |  |  |
| **28** |  | Write a C program to implement Stack Using linked List. |  |  |
| **29** |  | Write a C program to implement queue using double pointers. |  |  |
| **30** |  | Write a C program to implement Queue Using Linked List. |  |  |
| **31** |  | Write a C program to create Binary search tree and perform following operations on it. **i) Insert node ii) Delete node iii) Search node** |  |  |
| **32** |  | Write a C program to perform Inorder, Preorder and Postorder traversal on a Binary Search Tree. |  |  |
| **33** |  | Write a C program to delete a node from a Binary Search Tree. |  |  |
| **34** |  | Write a C program to calculate the height of a Binary Search Tree. |  |  |
| **35** |  | Write a C program to find the minimum and maximum values and total number of nodes in a Binary Search Tree. |  |  |
| **36** |  | Write a C program to check if a Binary Search Tree is balanced. |  |  |
| **37** |  | Write a C program to create a simple graph structure using adjacency lists. |  |  |
| **38** |  | Write a C program to sort an array using Bubble Sort technique |  |  |
| **39** |  | Write a C program to sort an array using Selection Sort technique |  |  |
| **40** |  | Write a C program to sort an array using Insertion Sort technique |  |  |
| **41** |  | Write a C program to sort an array using Merge Sort technique. |  |  |
| **42** |  | Write a C program to sort an array using Quick Sort technique. |  |  |
| **43** |  | Write a C program to implement Linear Search and Binary Search. |  |  |

**PROGRAM OBJECTIVE:** Write a C program to calculate the sum of all even elements in an array.

**PROGRAM CODE:**

#include <stdio.h>

int main() {

int n, i, sum = 0;

// Ask the user for the number of elements

printf("Enter the number of elements in the array: ");

scanf("%d", &n);

int arr[n];

// Read elements of the array from the user

printf("Enter the elements of the array:\n");

for (i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

// Calculate the sum of all even elements

for (i = 0; i < n; i++) {

if (arr[i] % 2 == 0) {

sum += arr[i];

}

}

// Output the result

printf("The sum of all even elements in the array is: %d\n", sum);

return 0;

}

**OUTPUT:**
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**PROGRAM OBJECTIVE:**Write a C program to determine the union of two given arrays.

**PROGRAM CODE:**

#include <stdio.h>

int isPresent(int arr[], int size, int element) { // Function to check if an element is present

for (int i = 0; i < size; i++) {

if (arr[i] == element) {

return 1;}}

return 0;}

int main() {

int n1, n2;

// Read the size of the first array

printf("Enter the number of elements in the first array: ");

scanf("%d", &n1);

int arr1[n1];

// Read the elements of the first array

printf("Enter the elements of the first array:\n");

for (int i = 0; i < n1; i++) {

scanf("%d", &arr1[i]);

}

// Read the size of the second array

printf("Enter the number of elements in the second array: ");

scanf("%d", &n2);

int arr2[n2];

// Read the elements of the second array

printf("Enter the elements of the second array:\n");

for (int i = 0; i < n2; i++) {

scanf("%d", &arr2[i]);

} printf("Union of the two arrays:\n");

for (int i = 0; i < n1; i++) {

printf("%d ", arr1[i]);

}

for (int i = 0; i < n2; i++) {

if (!isPresent(arr1, n1, arr2[i])) {

printf("%d ", arr2[i]);

}

}

printf("\n");

return 0;

}

**OUTPUT:**
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**PROGRAM OBJECTIVE:** Write a C program to determine the intersection of two given arrays.

**PROGRAM CODE:**

#include <stdio.h>

int isPresent(int arr[], int size, int element) {

for (int i = 0; i < size; i++) {

if (arr[i] == element) {

return 1;}}

return 0;

}

int main() {

int n1, n2;

printf("Enter the number of elements in the first array: ");

scanf("%d", &n1);

int arr1[n1];

printf("Enter the elements of the first array:\n");

for (int i = 0; i < n1; i++) {

scanf("%d", &arr1[i]); }

printf("Enter the number of elements in the second array: ");

scanf("%d", &n2);

int arr2[n2];

printf("Enter the elements of the second array:\n");

for (int i = 0; i < n2; i++) {

scanf("%d", &arr2[i]); }

printf("Intersection of the two arrays:\n");

for (int i = 0; i < n1; i++) {

if (isPresent(arr2, n2, arr1[i])) {

printf("%d ", arr1[i]); } }

printf("\n");

return 0;

}

**OUTPUT:**
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**PROGRAM OBJECTIVE:** Write a C program to store N elements in an array and print the contents of the array in reverse order.

**PROGRAM CODE:**

#include <stdio.h>

int main() {

int n;

printf("Enter the number of elements in the array: ");

scanf("%d", &n); // Ask the user for the number of elements

int arr[n];

printf("Enter the elements of the array:\n");

for (int i = 0; i < n; i++) { // Read elements of the array from the user

scanf("%d", &arr[i]);

}

printf("Array in reverse order:\n");

for (int i = n - 1; i >= 0; i--) { // Print the contents of the array in reverse order

printf("%d ", arr[i]);

}

printf("\n");

return 0;

}

**OUTPUT:**
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**PROGRAM OBJECTIVE:** Write a C program to find the element with the maximum value from an array.

**PROGRAM CODE:**

#include <stdio.h>

int main() {

int n, max;

printf("Enter the number of elements in the array: ");

scanf("%d", &n); // Ask the user for the number of elements

int arr[n];

printf("Enter the elements of the array:\n");

for (int i = 0; i < n; i++) { // Read elements of the array from the user

scanf("%d", &arr[i]);

}

max = arr[0]; // Initialize max with the first element

// Find the maximum value in the array

for (int i = 1; i < n; i++) {

if (arr[i] > max) {

max = arr[i];

}

}

printf("The maximum value in the array is: %d\n", max);

return 0;

}

**OUTPUT:**
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**PROGRAM OBJECTIVE:** Write a C program to create a dynamic array.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

int main() {

int n, i;

int \*array;

printf("Enter the number of elements in the array: ");

scanf("%d", &n);

array = (int \*)malloc(n \* sizeof(int)); // Allocate memory

if (array == NULL) {

printf("Memory allocation failed.\n");

return 1;

}

printf("Enter the elements of the array:\n");

for (i = 0; i < n; i++) {

scanf("%d", &array[i]);

}

printf("The elements of the array are:\n");

for (i = 0; i < n; i++) {

printf("%d ", array[i]);

}

printf("\n");

free(array);

return 0;

}

**OUTPUT:**
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**PROGRAM OBJECTIVE:** Write a C program to Implementation Stack Using Array.

**PROGRAM CODE:**

#include <stdio.h>

#define MAX 100

int stack[MAX];

int top = -1;

void push(int value) {

if (top == MAX - 1) {

printf("Stack Overflow! Cannot push %d\n", value);

} else {

stack[++top] = value;

printf("Pushed %d onto the stack.\n", value);}}

int pop() {

if (top == -1) {

printf("Stack Underflow! Stack is empty.\n");

return -1;

} else {

printf("Popped %d from the stack.\n", stack[top]);

return stack[top--];}}

void display() {

if (top == -1) {

printf("Stack is empty.\n");

} else {

printf("Stack elements are: ");

for (int i = top; i >= 0; i--) {

printf("%d ", stack[i]); }

printf("\n");}}

int main() {

push(10); push(20); push(30); display(); pop(); display(); push(40); display();

return 0;}

**OUTPUT:**
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**PROGRAM OBJECTIVE:** Write a C program to Implementation queue Using Array.

**PROGRAM CODE:**

#include <stdio.h>

#define SIZE 100

int queue[SIZE];

int front = -1;int rear = -1;

int isEmpty() { return front == -1 || front > rear;}

int isFull() { return rear == SIZE - 1;}

void enqueue(int value) {

if (isFull()) {

printf("Queue overflow! Cannot enqueue %d\n", value); return;}

if (front == -1) {

front = 0;}

queue[++rear] = value; printf("Enqueued: %d\n", value);}

int dequeue() {

if (isEmpty()) {

printf("Queue underflow! Cannot dequeue.\n"); return -1;}

int value = queue[front++];

if (front > rear) {

front = rear = -1;}

printf("Dequeued: %d\n", value);

return value;}

void display() {

if (isEmpty()) {

printf("Queue is empty.\n"); return;}

printf("Queue elements: ");

for (int i = front; i <= rear; i++) {

printf("%d ", queue[i]);}

printf("\n");}

int main() {

enqueue(10); enqueue(20); enqueue(30); display(); dequeue(); dequeue();

display(); enqueue(40); enqueue(50); display(); dequeue(); dequeue(); dequeue(); dequeue();

return 0;}

**OUTPUT:**
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**PROGRAM OBJECTIVE:** Write a C program to convert infix expression into postfix expression.

**PROGRAM CODE:**

#include <stdio.h>

#include <ctype.h>

#include <string.h>

#define MAX 100

char stack[MAX];

int top = -1;

void push(char c) {

if (top != MAX - 1) stack[++top] = c;}

char pop() {

return (top == -1) ? '\0' : stack[top--];}

char peek() {

return (top == -1) ? '\0' : stack[top];}

int precedence(char operator) {

switch (operator) {

case '+': case '-': return 1;

case '\*': case '/': return 2;

case '^': return 3;

default: return 0; }}

void infixToPostfix(char\* infix, char\* postfix) {

int i = 0, j = 0;

while (infix[i] != '\0') {

if (isalnum(infix[i])) {

postfix[j++] = infix[i];

} else if (infix[i] == '(') {

push(infix[i]);

} else if (infix[i] == ')') {

while (peek() != '(') postfix[j++] = pop();

pop();

} else {

while (precedence(peek()) >= precedence(infix[i])) postfix[j++] = pop();

push(infix[i]);

} i++; }

while (top != -1) postfix[j++] = pop(); postfix[j] = '\0';}

int main() {

char infix[MAX], postfix[MAX];

printf("Enter an infix expression: ");

scanf("%s", infix);

infixToPostfix(infix, postfix);

printf("Postfix expression: %s\n", postfix);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to evaluate any postfix expression.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

#include <ctype.h>

#define MAX 100

typedef struct Stack {

int data[MAX];

int top;

} Stack;

void push(Stack \*stack, int value) {

stack->data[++stack->top] = value;}

int pop(Stack \*stack) {

return stack->data[stack->top--];}

int evaluatePostfix(char \*postfix) {

Stack stack = { .top = -1 };

int i = 0, val1, val2;

while (postfix[i] != '\0') {

if (isdigit(postfix[i])) {

push(&stack, postfix[i] - '0');

} else {

val1 = pop(&stack);

val2 = pop(&stack);

switch (postfix[i]) {

case '+': push(&stack, val2 + val1); break;

case '-': push(&stack, val2 - val1); break;

case '\*': push(&stack, val2 \* val1); break;

case '/': push(&stack, val2 / val1); break;

} } i++; }

return pop(&stack);}

int main() {

char postfix[MAX];

printf("Enter a postfix expression: ");

scanf("%s", postfix);

printf("Result: %d\n", evaluatePostfix(postfix));

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to create and display a Singly Linked List.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data;

struct Node\* next;

};

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = NULL;

return newNode;

}

void displayList(struct Node\* head) {

struct Node\* temp = head;

while (temp != NULL) {

printf("%d -> ", temp->data);

temp = temp->next;

}

printf("NULL\n");

}

int main() {

struct Node\* head = NULL;

struct Node\* second = NULL;

struct Node\* third = NULL;

head = createNode(10);

second = createNode(20);

third = createNode(30);

head->next = second;

second->next = third;

printf("Singly Linked List: ");

displayList(head);

return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfMAAAAgCAMAAAAxDGFMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB7UExURdPT0w8PD6LZ//////DCe9ikDw95wfD/////2KIPDw8Potj////wwXsPDw8Pe8Hw/3vC8P//8MF5D//Zog+k2MHw2NikovD/8PDw//D/2MHC2NjwwcF5otj/8KKk2KLC8PDCovDCwdj/2MGkwfDwwXt5wcHw8PDw8P/w8OgnfpIAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAQ4SURBVGhD7ZjrepswDIYbSEkLXUJW1p3Xnbf7v8Lpk2Qbnwjs2ZZ0+PuROPgk+ZVsk6urTdHKVJivT4X5+lSYr0+F+fpUmK9Phfn6VJivT4X5+lSYr09TzKt6q6VIVV3X11qeUrO7udWiqO0yY1Z3z7QUaH+YNVPRbP0mc9A8H/M+GLRokSLmza6uj8/1x4QmmFcTSGYyb3YT4XaCeVXf83fbzfPEyHmO0oKwGmjTq8X8nkoy+xz13AsrKd4PNL3zvF9i/BKFzAfk9v7FaYcvlflQP3S86s2OvqrMuiXMaF5SU26PNdgfMnNk/G472I/uPG9KsdX98RUNdm7m+4Ndentk02JQWYxCREsKiO8cItTWc8f+Qr5wv7a7pgzAY15sek6dkYfSEtmhiaKyntPObpJV8xZfkHQNoTavb1thzsu4P+QApNMR80qffHCmTzwQ1TXJsGq7sKI/vqGpzs/c8CJpSBOhLRlM1g2ESgLaVEqM6CobjSNAnCFO99IWS9ns8JCd46byIcOqnOd2DXmS9i1auYyhgSMCYo0wG7J79OAHmQrzimey76aUDhfYxHZRlEYmiaKbSX989x6Uz763O48sczyBVWyZmqKV/CuI7BRz7knPCYVGDddICGAkaWiUYK4TQo55avMW5ty8v/kQ16ui6yWEqOb5qrvHRLUoFS4SwfS87T7m9hZq4IcDLV4v/ov3Z2KOYDS5oatsmUhS64LbSvV1pBRzOCLMPwlyeYR9VAb0x0gwp5Q20EfME7LMMXgQjmPFey09opGpC4ybmCQMF5xhmhfUOXuekPw9gqi2n2/Pz5xEuT6CrV+wSvZ2sVor8ZxOay4aTTPXjQTrBM1mztEoxXnMHzCpz3x0w0Y7DwBJomA4foFv/iS43dgk5dMuEDYc2Rx85rDa/ZfRe28SoFptL4I5+c4mRMz5rqUOGeZk5xAgmGa+HXgIeQTNZU5qdlyew1y3hXzTeG/X81Yn8Q0aK3kV4K2BK5xnkeK9fdN8/XbJzD1nDPP9YVsF6XKCOS0N/XLZwEzlXmeVYa6zjp5kz3OZOb/PxuDMFUv65Mml73BoH1nny0xgBar779hVZMmwQP+eud6LxbaQubeAhjk1Dm07xZzCnfrqa54warsfp5gPPASX3Stw/t4uQ4xN8RSDc0RwhI1eWgOl39XkhQfTjU33lHpXowfDT1pJ7uQ+XO3fUJjnfMzCfBy8UrTMpXL0jswLGmQoic8+VPJZgGMwYE7Ly95RHfyiAl1gA+baUwuoxGg8I6iYYpjnahnwoau2jyQGeZL/HtggFHPIbaw7sZsyHlyPRlbFxwxTlUOI/cTI1nNdvcC/P6Hk3p6RpFf4D1U2rosuVEuYY88jBftlHL5Fl63leS7XbisNhKKnoyXM9awZM6YzpyB/alrEvOi/UGG+PhXm61Nhvj4V5mvTZvMLjwx0hvIuS/AAAAAASUVORK5CYII=)

**PROGRAM OBJECTIVE:** Write a C program to insert a new node at the beginning, middle and end of a Singly Linked List.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int data; struct Node\* next;};

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = NULL; return newNode;}

void insertAtBeginning(struct Node\*\* head, int data) {

struct Node\* newNode = createNode(data);

newNode->next = \*head;

\*head = newNode;}

void insertAtEnd(struct Node\*\* head, int data) {

struct Node\* newNode = createNode(data);

if (\*head == NULL) {

\*head = newNode; return; }

struct Node\* temp = \*head;

while (temp->next != NULL) {

temp = temp->next; } temp->next = newNode;}

void insertAtMiddle(struct Node\*\* head, int data, int position) {

if (position <= 0) {

printf("Position must be greater than 0.\n"); return; }

struct Node\* newNode = createNode(data);

if (position == 1) {

newNode->next = \*head;

\*head = newNode; return; }

struct Node\* temp = \*head;

for (int i = 1; temp != NULL && i < position - 1; i++) {

temp = temp->next; }

if (temp == NULL) {

printf("Position out of bounds.\n");

free(newNode); return; }

newNode->next = temp->next;

temp->next = newNode;}

void displayList(struct Node\* head) {

struct Node\* temp = head;

while (temp != NULL) {

printf("%d -> ", temp->data);

temp = temp->next; }

printf("NULL\n");}

int main() {

struct Node\* head = NULL;

insertAtBeginning(&head, 10); insertAtEnd(&head, 20); insertAtMiddle(&head, 15, 2);

printf("Linked List: "); displayList(head); return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgMAAAAnCAMAAAClp7tsAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABpUExURQ8PD6LZ//////DCe3vC8P//2KIPDw95wfD//9ikD//wwXsPDw8Potj////Zov//8MF5Dw+k2A8Pe8Hw/6LC8PDw8PD/8MHC8KJ5wfD/2NikovDwwcGkwaIPe9j/2KKk2P/w8MHw2D8/P/mFYhsAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAMqSURBVHhe7ZjZepswEIURxgY7ODaQNN3T9v0fsrOxjzC56Nc4nP8iVoSsWXQ0Ek4AAAAAAAAAAAAAAAAAgCgh3VnLyPYHa43Ji6O1puRF5CvgPvg3GginB2uB90l5frSWw0oNhMW9v6iBvLhcrZGmbyohlQ6vm5SZiHeB8kzD1f3wpi+GlDNVXa7lWb7EcWXm/a0cvG/+qwbq5vSkWaxoMeomMo/jBrmtVutmwX/Hdnkm1zMWgZhjux62zkPC5Zlc/dga4F0hS5t/ulKbsyfJD9Ks6KmMlH1kG8no4ufNbFnPdDz3MNKbF5P1CjvLoq6kk3ihPHepNurmaFaXNRC5nkjQtJrUjMk802gHhP0LuffR64Btb1q3nfZzgoKsNwcrXXlBCVioA7bzJDmZjOr3YuZUe82iTpi1AppCBX9kUFijAUc+jEQifpGi5zML1dSZsP/85bAdDXCXhLg/SNmkURw27xzJ3G0N2AfTN2d1gNAsyp4Mp6doImfXVeoyDXCZmT3scOXDQhbx5MXXSO3hZ2NvyF44bkcD/CEh7l80g7JG/EDjv62BwZYeyMGh0wDPHCvMhFebu8HV7OGAuXzqhoyyBsieLajHpIaQvfzbw/Y0kKYaJJ/uzGoN9PeHlRr4zlOONcAXlG79MvOkZ2R19EWtDa2LYXoCaWkgDbBnYw3I9aUdTufEUFpkg64hG6wDP3jLtHWAWK0BQl+mVmnAXhHjQ6NngdKvxRTnLLC51L1JKAOcsyCpHjeoAaqVHFyXKb2C6T2xI6IBa/ebO34f0GnHe3KAe6gPrNI7ZkQ8zp2wlZPqOnr8OHfCQ1L+fGUNsLPi8jY0QP9xLkIbLEed/Wolocw1UP+mHpu6fwWPvxfQoGN8Jf3L/cBq590U72fL1h0xx3ZdIveP7JnjZ3P9n/7pnaKv+xSwNSiUsQYoTRI8PxQ10GD5oaVHDm4eZdcGSrLMZsnmXlndWR2w8fyQ7w8yyMHZq2qydTv2xVFVUtofLCgAuTZEJOCUJFllPbTYb/FJA+CuLgcAAAAAAAAAAAAAANwff+wTbBdoAEADABoA0ACABjZIkvwFH34n423iarwAAAAASUVORK5CYII=)

**PROGRAM OBJECTIVE:** Write a C program to insert a new node at any given position in a singly linked list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data;

struct Node\* next;};

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = NULL; return newNode;}

void insertAtPosition(struct Node\*\* head, int data, int position) {

if (position < 1) {

printf("Position must be greater than or equal to 1.\n"); return; }

struct Node\* newNode = createNode(data);

if (position == 1) {

newNode->next = \*head;

\*head = newNode; return; }

struct Node\* temp = \*head;

for (int i = 1; temp != NULL && i < position - 1; i++) {

temp = temp->next; }

if (temp == NULL) {

printf("Position out of bounds.\n");

free(newNode); return; }

newNode->next = temp->next;

temp->next = newNode;}

void displayList(struct Node\* head) {

struct Node\* temp = head;

while (temp != NULL) {

printf("%d -> ", temp->data);

temp = temp->next; } printf("NULL\n");}

int main() {

struct Node\* head = NULL;

insertAtPosition(&head, 10, 1); insertAtPosition(&head, 20, 2); insertAtPosition(&head, 15, 2);

printf("Linked List: "); displayList(head); return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbcAAAA+CAMAAACfgaV9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABvUExURe/v79PT0w8PD6LZ//////DCe3vC8P//2KIPDw95wfD//9ikD//wwXsPDw8Potj////Zov//8MF5Dw+k2A8Pe8Hw/6LC8PDw8PD/8MHC8KJ5wfD/2NikovDwwcGkwaIPe9j/2KKk2P/w8MHw2D8/Py9znrYAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAOWSURBVHhe7ZjpdtowEEYpMgYDgYDtpOm+vf8zdjbvkiHNyam/c+b+KKotrBldjWSyWq0+rB043Bsm7g0T94aJe8PEvWHi3jBxb5i4N0zcGybuDRP3hsm8t5BtrGXk2521hhT7g7XGFPvEV5y38D+8heODtZx/ZertdH60VoQ7vYXZGpv1VuwvV2tk2atKtdTuVZ0xowU3w+lM3TX88KovhoxnqrxcT2f5EueVW/S35uCtLMxbVR+fNPOSJrCqE8+JhEFh66hVPRN/ZOzTmULPWZwMx+PGMDd9wuWZQl2eN159oqP4eKU2ZywTFqRZ0l3pKevVFqzRxsxFYzOVa3++wsjVYj+a47CxzHX2I5MlnM7t9BhVfbBR570ljltJmgxQM7U0c822R9i+UHhLrDcrI5rrjV7npII44gDlUrGnoGfqzVa4JJRLr27N55GdUDPXB+aN9DG0GQ4GFO7xFlHOSCYSF63C6ZOFchxM2H76TAW6ZG98ScLa7mRLoV4cKq9Qyfa2N/tguuak3gjNXNZ+OD4lk5+8MtEl88blPLnZElXOi0+EF/sviRrne8NoaLxwWLY3/pCwti+atcwr39CYb3vrlU5PYYTWGz85tWkRsX2r7VxObvaYKq9qGpS90XgmIcaoVmm84usDhrcs08D4tGLu9tadh3d6+8aPHHrjA7ed89wi6RiMOvii1mATYhjvzlqC5I0jG3qT47jpTntofznQGHSsgtTbd16aTb0Rd3sj9MX5Lm/2cyDdNblPKt38jYnsk/YsDW+USo/IPrkuH0G80T7CAbXZ6WuAvqu0JLxZuyui9Pmmjx2u/R7RQ6o3Kv2eSAiPvJc0S0DXYnJrjryX7NanHz/ZGwcrIS/XG/2P4w9NgBxp/qvRqEy9Vb/pij26+4mUfp+kTof07MdfCnujttGNif35pglHhuNxoyTO0/yZ8+fhun+6u+9GzBufBRSkNWj4oTdKTQLmm2KQOsuP1w45iLiXHYM0MfI0myC+KkYm9Wb9+Safh9IpQqQmdMgm7NQXB9WvND8oKQE5BhPaIqUvZnRD57glJk2AL7Vz8C5MvTkIuDdM3Bsm7g0T94aJe8PEvWHi3jBxb5hMvP2xT2fRuDdM3Bsm7g0T94aJe8PEvWHi3jBxb5i4N0zcGybuDRP3hol7w8S9YeLeMHFvmLg3TNwbJu4NE/eGiXvDxL1h4t4wcW+YuDdM3Bsm7g2R9fovn2v+PZPMcDsAAAAASUVORK5CYII=)

**PROGRAM OBJECTIVE:** Write a C program to search for an existing element in a singly linked list

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int data; struct Node\* next;};

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = NULL; return newNode;}

int searchElement(struct Node\* head, int value) {

struct Node\* temp = head; int position = 1;

while (temp != NULL) {

if (temp->data == value) { return position;

} temp = temp->next; position++; }

return -1; }

void displayList(struct Node\* head) {

struct Node\* temp = head;

while (temp != NULL) {

printf("%d -> ", temp->data);

temp = temp->next;

}

printf("NULL\n");

}

int main() {

struct Node\* head = NULL;

struct Node\* temp = NULL;

int n, value, position;

printf("Enter the number of elements in the linked list: ");

scanf("%d", &n);

if (n > 0) {

printf("Enter %d elements: \n", n);

for (int i = 0; i < n; i++) {

int data;

printf("Element %d: ", i + 1);

scanf("%d", &data);

struct Node\* newNode = createNode(data);

if (head == NULL) {

head = newNode;

temp = head;

} else {

temp->next = newNode;

temp = newNode;

}

}

printf("Enter the value to search: ");

scanf("%d", &value);

position = searchElement(head, value);

if (position != -1) {

printf("Element %d found at position %d.\n", value, position);

} else {

printf("Element %d not found in the list.\n", value);

}

printf("Linked List: ");

displayList(head);

} else {

printf("The linked list cannot be empty.\n");

}

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program that allows the user to input a key for searching in a singly linked list. The program should delete the node containing the key value and update the linked list accordingly. If the key is not found, display the message “Unsuccessful Search.”

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data; struct Node\* next;};

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = NULL; return newNode;}

void deleteNode(struct Node\*\* head, int key) {

struct Node\* temp = \*head;

struct Node\* prev = NULL;

if (temp != NULL && temp->data == key) {

\*head = temp->next; free(temp); return; }

while (temp != NULL && temp->data != key) {

prev = temp;

temp = temp->next; }

if (temp == NULL) {

printf("Unsuccessful Search.\n"); return; }

prev->next = temp->next; free(temp);}

void displayList(struct Node\* head) {

struct Node\* temp = head;

while (temp != NULL) {

printf("%d -> ", temp->data);

temp = temp->next; } printf("NULL\n");}

int main() {

struct Node\* head = NULL;

struct Node\* temp = NULL;

int n, key, position;

printf("Enter the number of elements in the linked list: ");

scanf("%d", &n);

if (n > 0) {

printf("Enter %d elements: \n", n);

for (int i = 0; i < n; i++) {

int data;

printf("Element %d: ", i + 1);

scanf("%d", &data);

struct Node\* newNode = createNode(data);

if (head == NULL) {

head = newNode;

temp = head;

} else {

temp->next = newNode; temp = newNode; } }

printf("Enter the key value to delete: ");

scanf("%d", &key);

deleteNode(&head, key);

printf("Updated Linked List: ");

displayList(head);

} else {

printf("The linked list cannot be empty.\n"); }

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to merge two sorted singly linked lists into a single sorted linked list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int data; struct Node\* next;};

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data; newNode->next = NULL; return newNode;}

void displayList(struct Node\* head) {

while (head) {

printf("%d -> ", head->data); head = head->next; }

printf("NULL\n");}

struct Node\* mergeLists(struct Node\* list1, struct Node\* list2) {

struct Node\* merged = NULL, \*\*tail = &merged;

while (list1 && list2) {

if (list1->data <= list2->data) {

\*tail = list1; list1 = list1->next; } else {

\*tail = list2; list2 = list2->next; } tail = &((\*tail)->next); }

\*tail = (list1) ? list1 : list2; return merged;}

int main() {

struct Node \*list1 = NULL, \*list2 = NULL, \*temp; int n, data;

printf("Enter number of elements for list1: "); scanf("%d", &n);

while (n--) {

printf("Element: "); scanf("%d", &data);

struct Node\* newNode = createNode(data);

if (!list1) list1 = newNode;

else temp->next = newNode; temp = newNode; } temp = NULL;

printf("Enter number of elements for list2: "); scanf("%d", &n);

while (n--) {

printf("Element: "); scanf("%d", &data);

struct Node\* newNode = createNode(data);

if (!list2) list2 = newNode;

else temp->next = newNode; temp = newNode; }

struct Node\* merged = mergeLists(list1, list2);

printf("Merged List: "); displayList(merged); return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAmMAAAD+CAMAAABBcfL7AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAACKUExURQ8PDw8Potj///DCew+k2P//////2KIPD6LZ/9ikD//Zog95wfD////wwXsPD///8MF5Dw8Pe8Hw/9ikonvC8PD/8MF5oqIPe6J5wXsPovD/2PDw8MF5e/Dw2KIPoqLZ8NjwwaLC8MGkwcHC2MHw8PDCwdj/2Nj/8PDwwXsPe/DCov/w8MHw2PDw/7rvp4IAAAAJcEhZcwAADsQAAA7EAZUrDhsAAA7qSURBVHhe7Z3petu4FUC9yIli2UnsKtPF085Mp+10ff/X690IgOQlTdrSlzg854dFESCI5RCEZBC6AAAAAAAAAAAAAAAAAAD4nrm8uo6t5exubm7evY83PfYS8iG2T4GmdxvbExzubm7uP/r2rmzB6di/tlJf4NjuZuaQw90qx+aj7z99jq1ZSiWMHXvJJbRhtPcYdRNfw7F93oc5p3Ts8uqZPiyYqYSmePvJHvHhcVyx22SX1cJXcWzunKd1bFnelji2u/ndvLFHJGscu7z6cLQBkQ5FFK3iyysfIz083uruXuPsbZcc7S0qTXL48sPVp897OVIawRMTZMMOPL77vVzZ/YbT9OPONW5S7QgisEgTie3e/eFOk9P21Z5YX4/3f5TUJFCHW4rlSl57uW4d6wKznJUMdckLEV/zoFxfHP70vvaK6S34BRfb90fjmFTlw6NVbNfehzupIb2JSXNLDfb7vL06dJTdjWNPPz4+3e4+fb68err/6Inp4ZaONM21nKW97G0Mppd6bbaKRdX0hc6xLrHdpz//5erp+hg58Kg1i0VJuwH/1LS938DM3csryd7hzo4c5Uwo0ssFZq81scaccpjUX5v7AMeExjGtU221Wr32qtX08Kj7+xVm1622ZnXs7lYjSpKemKbtgSaDnam0nOCNN/C6YFmJ9g1pSmIip55C/PI8idaevr+N6MWOHl0pvKiq6DhnSnkfqTSJNRVR1Uz7MfNy6/iY3y5rrbeeY75L6zY86GGRtDW9ReWtbGhEc8yb+joSNAdGbWDd2+CchWhS3x3SlMSsq7zVJDVlD7fA7sTumPS1Y8lCkCiSHZnZUTPUyVUTiySUUffXIPfWNOWt0fRjWm+99u5GZi91TP/G4GjCMTfHAkqTBjpUU2x3xCyJVce6u2zumN4Gh7ewECTMsetgmWM1sUhCmXNMsHvx1plzrFblS/uxaHlj2rH2nIXSskovpjDsx5TUMU1nIFmUqji2uB8TIrFaMbI5L1Et/3ZJHYuKqZX7vGM6PJKNnmPado0Do5b09OMsQ8d6O0Kaklh1LEKExrHGgbYUThdYi7rcsX6WlepY/tVuVOWmSR3rvnMv373POqbVLHe2kWM23PJPC0rSknby2D9yrL3NhEklsepYbdrGsS7e5c+WxShE0DlmdljgMsfaxKpPxbH8c+Xsfy+2Qvmev3XMRh6ukGxIfc46ZrE+HFvHfOTk9tqmNETWknr20GbkmLaaJRIjM4sXiTWOWV41s41jfkjkLLJR6BwrkbKcxTBPYsYYsJ+YfQWi33dYmO8c9mMWGIUDAAAAAAAAAAAAAAAAAAAAAAD4ltGJUoOpVgAnJmabLmVldNgqZR6scFLHpheCgI1R5vMLJ3Ts2YUgYDukjsWDhItXlRjNZe8tBAEbJ3Ns7aoS+nhEPIdRwTEIEsf8RcxauKqEkDxbiGMQlPUuhJDGn38ToeoTZmqXhzdPmDWOJeAYBEk/FiOtFatKZOAYBIlj3o8Jw35MwTFYS+JYEao6VnVqHPO/BuMxmCZxbO2qEvqez5UwSbPehW2YNitXlRj3Y5FY4y8AAAAAAAAAAAAAAAAAAAAAALwU1iKA8zM/eXrEyuiwVc60FkGdvgibJ5lrvZSZ6JdXEuQ/0w2bJ3Xs1WsRGMzoByNz7CRrEeAYBIlj/iJmvWotAg1PxIPtcba1CC4eHjPxYHsk/dhp1iJ4eGxShi2TOOb9mDDsx5TFju2zIRpskcSxIlR1rOrUOOZ/jfF4DMWgI3HsFGsRoBgUzrMWweFOo/NNPwAAAAAAAAAAAAAAAAAAAAAAwFuA9S7g/MxP0B+xMjpslfOsd/HwWBKFzZPM51/Kc9FZ7wKM1LFTrXfBcyMgZI6dbL0LHAMhccxfxKxXrnehqgLYPfAc613IrTTzDjZI0o+dZr0LDWdtKBASx7wfE4b9mLLCsZoQbJrEsSJUdazq1Djmf410PIZjYCSOnWK9C0U+MsQWbJrzrHdhIZ2BAAAAAAAAAAAAAAAAAAAAAADwzdBMX1yMzjLKpwOdepUETe+ZaeD6Yzz3H317V7bgdOxfW6kvcGx2RuOz07r7zEfPJ+2OKJUwduwll9CGadciKHwNx2aflDulYzrtcgkzlVCKV2dpjmE9ho52rnXhqzg2d87TOrYsbwscu7yS88wuucB6DEJxTOrraAOi7ncBtYr1OtX+5eHxVnf3Gmdvu+Rob1FpksOXH64+fd7LkdIInpgQCxtcHHVZg8FtR9OPO9e4SbUjiMAiTSS2eJUE3e7lugpSA7OclQx1yQsR36ad+6bS9YvpLfgFF9v3R+OYVOXDo1Vs1966IIHdxKS5pQb7fd5eHdK5/o1jTz8+Pt3aYwBP9x89sW5hA22a69Igjo3B9FIfNJthUe1ZgurY2lUS7Ab8U9P2fgMzd/UReIlpR45yJhTp5QKz15pYz5w4UOqvzX2AY0LjmNapP67WVa+9ajX5I0j9CrPrVluzOnZ3qxElSU9M0/ZAk8HOVFpO8MYbeF2wrET7hjQlsYWrJHR29OhK4UVVRcc5U8r7SKVJrFcRdgEJaT9mXm4dH/PbZa1V1XPMd2ndhgc9LJK2preovJUNjWiO6ZFa+56gOTBqg2id3jkL0aS+O6QpidUnpjRlD7fA7sTumPS1Y8lCkCiSHZnZUTPUyVUTiySMh8f0aEXurZNhW6Lpx7Teeu3djcxe6pj+jcGR1HXmmJtjAaVJA/vIJtjuiFkSq451d9mJVRI0uPpghCBhjl0HqQkjx2pikYQiN9/uXBmsxyDMOVar8qX9WLS8Me1Ye85CaVmlF1MY9mNK6phJUIQwolTFscX9mBCJ1YoR7fupD6nl3y6pY1ExtXKfd0yHR7LRc0zbrnFg1JKefpxl6FhvR0hTEquORYjQONY40JbC6QJrUZc71s+y0CiWf7UbVblpUse679zLd++zjmlry51t5JgNt+qCBUlL2slj/8ix9jYTJq1dJeHyZ8tiFCLoHNMEPHCZY21i3UkbxfLPlbP/vdgK5Xv+1jEbebhCsiH1OeuYxfpwbB3zkZPba5vSSllL6tlDm5Fj2mqWSIzMLF4k1jhmedXMNo75IZGzyEahc6xEynIWwzyJGWPAfmL2Fci17+l2DvsxSz4KBwAAAAAAAAAAAAAAAAAAAAAA8C2jE6UGU60ATkzMNl3KyuiwVco8WOG0jh2ZBApGmc8vnNSxwx2OgZE6Fg8SLl5VInsmZ3//C46Bkjm2dlUJfTwinsMo7D59judPYOskjvmLGLJwVQlh1I9pDBwDo6x3IYQ07oYIVZ8wU7s83AJHjo3QaDgGRtKPxUhrxaoSIywIx8BIHCtuDPsxZZFj/mQ1joGROFaEqo5VnRrH/K8xGI91z0/z7QUIiWNrV5XQ96PPlQL9GBjNehe2YV6sXFUi+Vyp4BgAAAAAAAAAAAAAAAAAAAAAwElgLQI4P9OTp1NWRoetcp61COJnu5PJsbA9krnWS5l1TB8aAVBSx169FgGOQSVz7PVrEeAYVBLH/EXMevlaBD4e63sHW+VMaxEoO7u5wuZJ+rETrEXg6D0XIHHM+zFh2I8paxzTQRxA4lgRqjpWdWoc879G+gxv9kP3sEESx061FkEqHmyP86xFYCH0YgAAAAAAAAAAAAAAAAAAAAAAAG8C1ruA8/PsBP0+K6PDVjnPehdCPGsOkMznX8pcdH32NzZh66SOvXq9i4s9ikFH5tjr17tY2SPCd03imL+IWS9f72L36a93/NIzOOdZ7+KoD77V5y9h0yT92AnWu7BHMuciwIZIHPN+TBj2Y8oyx2q/B5A4VoSqjlVbGsf8rzEcj3n8aiZsmcSxU6x3oR9N9ViAGPOLaCdd78KTGHgHAAAAAAAAAAAAAAAAAAAAAADnZnqC6+Gum1MG8BpWOcajlhvn8kqdWNv7DByb/y3UWccOd6vmYx/uumeoFmGTKFedQCdjLq8L/0nrVXMxVy3R4LWjP87ulaiT1+vsYn8w59tHWkF0WVOvyqkce3i8/2WyoprHBToOXyTyeM6tk8Q3puLnGROLp0ozjj//0/zl2ZvK7BIN4/iHuyc5wVt37PDl19uLh7/9qsXrlhuQxtJN1chnYreBEqq7cse0m4lK1OtV4usexfYe7rrqCfbXcxV19BMO0SfYUybj9zJbSXvv/f0vyV5jHH/escurUdlmrrcs/uHu7/94/x049sNvn3e32kFolq0AYpFUpr7VB0r80iuB1sIz/VjUopX/aLFqvWbd5VxF7dKfwJx0bDL+hGNSoNHJpRWT7icYxZ93TIL71+JMVowk/rVchm/fsc/76/0HefFbjZdCC6T1YSVzvbpA2/W8Y1WsZnPUjwmzFZX2NO2TVAOy+HO/OD1qVC3ntGOj+D4em1Je2PcDn12iYRBfHDv88+Nbd2z37v3h6U/vxTHNv9tTSuHNo3VeAl225x2zxQicRreE+YpKehr/lDLBML5KMBN91Kha1hnHRvGVXX6Ldvr37+eXaOjH1y57/+E7cOzh8VqlqcsN1FL4vVLelcCljsmhMX5b65gNAbtD5Lbd1rkwss5GfF0GxvE1wUHf0MQXZ9oGt3INHPO+qitvP77TFn8Y35Y5Knhh+7U3F18d293/6+07pi9SbO+qlKYUWnx9UwIXOybsvb1XOtaSjbJLcySk99aZDAxS8+HVinulM1OE0b1SYw5qr2V8r5QPZD++cceiQqXYteSlFC6UUgK9Gfb9qp5wLLZrm60dj43H8POK5WP+aceGfWL3IXjq9prcuYXpAd8ot16N9WoekMSXBjj+Wx2zLGlVvlnH1KbyPVIphQtl1LUIZOP4n+f6sYf/yp5Ip96rVn6uHH8XMa/YxHcXtmJaRt7rTfdjE/Env39LlNSaqpIMGMc3xy5/+9+tb/nbt+yY3xlFkVoKv7CtKF2g9GE3t5dXfcc0TP2JYZvVhL8qutfMG/VjET/vB2ovWvCv6ya+uU/iW/7z1IWJ/m3SsXF8K+Vk+llCc0s0jOObVHKMVJsVRWvdzmkjGK+9NyLaFO4ES9XB+YhvotpbIcBJ8X5s9vsfgNfh47GZYTYAAAAAAABsjIuL/wNhkgM2lujErwAAAABJRU5ErkJggg==)

**PROGRAM OBJECTIVE:** Write a C program to create and display a doubly linked list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data;

struct Node\* prev;

struct Node\* next;

};

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->prev = newNode->next = NULL;

return newNode;

}

void displayList(struct Node\* head) {

while (head) {

printf("%d <-> ", head->data);

head = head->next;

}

printf("NULL\n");

}

int main() {

struct Node \*head = NULL, \*temp = NULL;

head = createNode(10);

temp = head;

temp->next = createNode(20);

temp->next->prev = temp;

temp = temp->next;

temp->next = createNode(30);

temp->next->prev = temp;

temp = temp->next;

temp->next = createNode(40);

temp->next->prev = temp;

displayList(head);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX8AAAAvCAMAAAA8YzoWAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB1UExURe/v79PT0+7u7g8PDw95wfD/////8MF5D3vC8P/////Zog8Potj//6LZ//DCe///2KIPD//wwXsPD9ikDw8Pe8Hw/6LC8PD/8A+k2PDw/9ikosHC2MF5otj/8PDCoqKk2Nj/2MGkwfDwwXt5wcHw8P/w8D8/P0n66o8AAAAJcEhZcwAADsQAAA7EAZUrDhsAAANMSURBVHhe7ZfrWtswDIaBJiUhcaEjZdmRne//EqeDc5AlRrs9i/7o44GaNLKlV7KcXKGur27ix+mH+V/RKH63/0Vd34ScxPxDXmL+u5CTgr+vgr+vgr+vgr+vgr+vgr+vgr+vgr+vgr+vgr+vgr+vgr+vgr+vbP5Vvb+lQdO27R2NLlRVty3P0fXT6ELh2nnxBKMDjS4WLE+W6ND9A126SE17fIPWj11P8yT4t6onZ9LfTLmWxX84HZ+YWIKPqtYJSOJS9myt6i3YozWb00iK7ljU2IGQ9XCCL0edgK5/zCMSMMqjtSB1aIjmNE+hBukuQrpSzf4dTLsp/3SAVZEORzSW8IZTKyNt7D1CblJEw6m8YaSyWtT1OkUoNGcHVIaquriSjD1S1e+RGzugC6U0UXMCiQ9guil/EPOnkIG29NFAVdJkoZvs9VhufZ0xlVQWhksphD4ivzfWtGa9Iw+4kriXLDLWVME1+4+fsAl48Me1uv6zLN6qVnFbdQMaIToKvLl/llEli7VVvjgF1W6u40WNcbfOCVQQcaMtlI5PwsuuN5wucwIkmgOG4cMfHJfNY7R7jbEpKDxwHO1FDxtO6l5SWb4jn7poP3GcZWZQ1QHaTPzxU/Qws5BAsg6ARPflwYs/FozgD+Ux/YdPFHNfgfZQ5IUzkutW8B/n5yGYDTSRbPRzEh6ZsD5vxBUWWHuywizNZQ/X1/Bmu3H/lTfiCldaW60ejpJolkgiHXz4c78UgaOzxpr6Yt7HuW2LwDFEMSXLvIj9K1FqcbSSeeYX/YeyTu7nB2qEt8g8843+s6u+fXfhzyGL2gWddf7OYVDIsoWBzj5/0QV2oEihsaaaFV8bSAd2oKgka03j/L3dDT9g93Q9TkETbcWfpl8Wm6Tc/hNNMtdulvTMWsTLcBu8j8BDqEKl9py5gTJ0PshVxkoTvY+JxPgTyoBG9Oc/86cXT+6pL7x4vvr+RU2Z33tfePF8/f2LqpegQzaXU2LRWe9fk3fokcIP68prskGhCDh3UeRCbtJ5QWB4h/1DEiz+oe0U/H0V/H0V/H0V/H0V/H0V/H0V/H0V/H1l8P+VP0MbKPj7Kvj7Kvj7Kvj7Kvj7Kvj7Kvj7Kvh7arf7DQ+w7IaqoTIKAAAAAElFTkSuQmCC)

**PROGRAM OBJECTIVE:** Write a C program to insert a node at the beginning, middle and end of a doubly linked list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data; struct Node\* prev; struct Node\* next;};

void displayList(struct Node\* head) {

while (head) {

printf("%d <-> ", head->data); head = head->next; }

printf("NULL\n");}

void insertAtBeginning(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data; newNode->prev = NULL;

newNode->next = \*head;

if (\*head) (\*head)->prev = newNode; \*head = newNode;}

void insertAtEnd(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data; newNode->next = NULL;

if (!\*head) {

newNode->prev = NULL; \*head = newNode;

} else {

struct Node\* temp = \*head;

while (temp->next) temp = temp->next; temp->next = newNode;

newNode->prev = temp; }}

void insertAtMiddle(struct Node\*\* head, int data, int position) {

if (position <= 0) return;

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

struct Node\* temp = \*head;

for (int i = 1; temp != NULL && i < position; i++) temp = temp->next;

if (temp) {

newNode->prev = temp->prev; newNode->next = temp;

if (temp->prev) temp->prev->next = newNode; temp->prev = newNode;

} else { insertAtEnd(head, data); }}

int main() {

struct Node\* head = NULL;

insertAtBeginning(&head, 10); insertAtEnd(&head, 20); insertAtEnd(&head, 30);

insertAtMiddle(&head, 15, 2); printf("Doubly Linked List: "); displayList(head)

return 0;}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to insert a new node at any given position in a doubly linked list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data; struct Node\* prev; struct Node\* next;};

void displayList(struct Node\* head) {

while (head) {

printf("%d <-> ", head->data); head = head->next; }

printf("NULL\n");}

void insertAtPosition(struct Node\*\* head, int data, int position) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

if (position <= 0) return;

if (position == 1) {

newNode->prev = NULL;

newNode->next = \*head;

if (\*head) (\*head)->prev = newNode;

\*head = newNode;

} else {

struct Node\* temp = \*head;

for (int i = 1; temp != NULL && i < position - 1; i++) {

temp = temp->next;

}

if (temp) { // Insert in the middle or at the end

newNode->prev = temp;

newNode->next = temp->next;

if (temp->next) temp->next->prev = newNode;

temp->next = newNode;

} else {

free(newNode); printf("Position out of range\n"); } }}

int main() {

struct Node\* head = NULL;

insertAtPosition(&head, 10, 1); insertAtPosition(&head, 20, 2);

insertAtPosition(&head, 30, 3); insertAtPosition(&head, 15, 2); printf("Doubly Linked List: "); displayList(head); return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAk0AAAApCAMAAAAf3u0PAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB+UExURe/v79PT0w8PD6LZ///wwXsPD////9ikDw95wfD/////2KIPDw8Potj///DCew8Pe8Hw/3vC8P/Zov//8MF5Dw+k2NikovD/8PDw8Ht5wfD/2PDCwdj/2P/w8NjwwaKk2KLC8PDwwcGkwXsPe8Hw8MF5e/DCotj/8PDw/z8/P5vg63MAAAAJcEhZcwAADsQAAA7EAZUrDhsAAATdSURBVHhe7ZnpdpswEIVb42BI7GDskKb7vr3/C3buzMigBRtzdEpzOt8PAkLSLLpaTF4QLw0jC6ymlWHkwNRk5MPUZOTD1GTkw9Rk5MPUZOTD1GTkw9Rk5MPUZOTD1GTkw9Rk5MPUZOTjWjUV6xt3V5blRu/PUdW3d3orbHf3ehfQ9x3Q7CdZMpZmvpqgk+XU1AadGv8CsZq2O1p0yrGBnaim4sxgT1RTVY9UY86rqSgP/BexHB/49lq6ki2QkME5V8aoamccd3PUL8Y5yXMjqWq0avYHzRjGbLuT7FzK8fWk1EQWmv2I689BTV35KPmqavpTxJFUr7yiRF+UcAkB45Ck8MoTMbERNt6RGJt9bKT1p+zI0txCTrMjqeonarmwmuiK2FqaGrAsukG4xfo1TTRRkZQiV4Svn9MTpiVnabvbUG8oZgNUTo0x46QmLPkL4ilSzFDNo85QWT5d0zDJ1Zs7zRePT6yHLlh5t7twmJr9RkMYUVO097a6GgYgCOki1lsRrHjRkUDghrMjqeq37+645ZJqWrXHB55PLKuBmt7TbKB3qCKlzR4R9R4yQ23JnCMFHKQuDFQ1CjkYrioXrugYRtqJQTay/YBa/SykjqOUiDcSiW5ZPfHAJ85lLoS0muJRiwZWQBCSpjZ4n7CZ6JVAFPMjIQcKEfSyaio3MoYd+TdQE8rUHSkVbel4O1Jqwh+ERAbkQd7AXt9/T0JNahD0akptAOIgV29vPwauJZQTrROEUxMWweClzIWA5NKC5LHzxfqT93q7S9QeVfX8SCiL1eebxdVEeZB8+qPNIy7LkZaKS74SkmpCt6KmtyImKeojvagmWoZc/gZqSnBSEzr3hD52IIyn+SCEzn8ZPDoSSwtrhuwjUs/jpB6JUNWFbPLzI0EWC268qJpobXIyOLAPMtpSJldVE57oVMS3jvNqksMYtefTDz1MVBMmrx6hpqnpEUa9Mej6X0b4YHYavLYvV7wQhtbICTcaHbpwXvNe7iH66o5fkCjP4+LUipNwelWEmxkqIP9zI0EWu/XXpdVECexlEKgJUiecmijILkjCeTXdy+xWS8RUNRHyk3eSmnQpC6omNrVk4TAEPSg6kptaXKgbl3rsR5c8IyV3Ovg/PxJksfn2fWE1YUbIGOLKuuHDDudEnXBqavb3/u9lfygSaqIJRE8qSoItBav/iJrU6qBk9NwklnsrylWncEZ39p5Jp3DXqzjQTx0hYTN9CueczY6Es9j+gJq4c+Ttr6uJJ5r+AiPTuND8oEeE5ZLr1HRpm+DavppoClFb/bjg+n+SbpWEmjrugu/5AwxDfvUVFc0XdzF0Rbj8uxoM2sV6jUbt3MDiKB4JEinw/R75QsBJmh0JN9z+/IX86kC67Li3GUmpCbswJ4ISovsxdvcNvrbxSQHOSDXZ5uMzJe/keMnfkdBJoCbqmq58aEAC6Ob44H/N01MVtlm+wUv0pimFI3IbjrV6hhDQVOsPufz1UvynQLmzMDpw8eslZ0qiw22ij4tfL9m4ODc3EtEL/2+Ae8OTJoiKTjnORKymGeSWuPFMyaKmxOQ2/kdyqAnnAsPIoSY6y5iYDCbH2mQYgqnJyIepyciHqcnIh6nJyEespt/61zCuxdRk5MPUZOTD1GTkw9Rk5MPUZORitfoDtaf9NOUSykwAAAAASUVORK5CYII=)

**PROGRAM OBJECTIVE:** Write a C program to search for an element in a doubly linked list and delete that element from the list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data; struct Node\* prev; struct Node\* next;};

void displayList(struct Node\* head) {

while (head) {

printf("%d <-> ", head->data); head = head->next; }

printf("NULL\n");}

void deleteNode(struct Node\*\* head, int key) {

if (\*head == NULL) return;

struct Node\* temp = \*head;

while (temp != NULL && temp->data != key) {

temp = temp->next; }

if (temp == NULL) {

printf("Element %d not found in the list.\n", key); return; }

if (\*head == temp) { \*head = temp->next; }

if (temp->next) { temp->next->prev = temp->prev; }

if (temp->prev) { temp->prev->next = temp->next; } free(temp);

printf("Element %d deleted from the list.\n", key);}

int main() {

struct Node\* head = NULL;

struct Node\* node1 = (struct Node\*)malloc(sizeof(struct Node));

node1->data = 10; node1->prev = NULL; node1->next = NULL;

head = node1;

struct Node\* node2 = (struct Node\*)malloc(sizeof(struct Node));

node2->data = 20; node2->prev = node1; node2->next = NULL;

node1->next = node2;

struct Node\* node3 = (struct Node\*)malloc(sizeof(struct Node));

node3->data = 30; node3->prev = node2; node3->next = NULL;

node2->next = node3;

printf("Original Doubly Linked List: "); displayList(head); deleteNode(&head, 20);

printf("Updated Doubly Linked List: "); displayList(head); deleteNode(&head, 40); return 0;}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to create and display a Circular linked list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data; struct Node\* next;};

void displayList(struct Node\* head) {

if (head == NULL) { printf("List is empty\n"); return;}

struct Node\* temp = head;

do {

printf("%d -> ", temp->data); temp = temp->next;

} while (temp != head);

printf("NULL\n");}

void insertAtEnd(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

struct Node\* temp = \*head;

newNode->data = data;

if (\*head == NULL) {

\*head = newNode; newNode->next = \*head;

} else {

while (temp->next != \*head) { temp = temp->next; }

temp->next = newNode; newNode->next = \*head;}}

int main() {

struct Node\* head = NULL;

insertAtEnd(&head, 10);

insertAtEnd(&head, 20);

insertAtEnd(&head, 30);

printf("Circular Linked List: ");

displayList(head);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdEAAAAhCAMAAACx+GEEAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAACEUExURdPT0w8PD6LZ//////DCew95wfD////wwXsPDw8Pe8Hw/9ikD//Zog+k2P//8MF5D3vC8P//2KIPDw8Potj//9jZovDw8PDCwdj/2HvC2PDZoqLZ8NikoqKk2KLC8PDwwf/ZwcGkwXsPe8Hw8MF5e/DCov/w8PD/8Njwwdj/8PDw/3t5wfGLmQ0AAAAJcEhZcwAADsQAAA7EAZUrDhsAAAQpSURBVGhD7ZeHVuMwEEU3duzggMHgbO+9/f//7byZUbMkMJDdwwq9cyAu0rSr5idVpWlTVZYq0dJUiZamSrQ0VaKlqRItTZVoaapES1MlWpoq0dJUiZamSrQ05Yk27Vav8ur6tt2d6M0qDfv2VC9Fw/5MrxYazy/0aqk1kT1e3Y8oqXkIRLs+NPqYtSQ6tW17eaU3a7SG6JSFs5rofMg0Y11PdDQZNZTcLab3fKD2bBhX1+SwFHeU9ljF1tez69ELJZm4E/JymXf9muBDosMeFuenertGD54o9Wy4PMOefsYc0jiP+UBGJyDtenLeZJKYD2mL3B7u2G9KQs1X1z8jT8ck6kqP4azDczuaa0xgMio5aDymEmiEJ357I2uW1lwdu80ZRi+1YqI0qMmke4t34aRwednI5JL64QfSGAPXZPR0I0RliMRlFHV98gX75RyzQ29qky9AQ/rkmM+HIEVS1z9/ccW9jkR02HsDVcc9FZuMg4lM4JcXGmFItHuF7vTItXfy73TqNc7qGfWBLQ6dm46gkp+jZkYyqNdoZZ7wqIjrK0Q5UgovJG4V1xeCX8nXrt2RxuTpEDFJXFPu9BgdKohZg0l9NKJBF63SfEA4uLElTs5RCCRce6cUUfygFYWvyxIbRDb4W0FUmrE8d8s5CjFRbt71bzITJlFfCCVh69Pl2yAgX6n5zbODc2h27+LXqsUhj7x1708Q6V8lagxadlmiYQBOKaKG+7D/IEAVEL0QzzcSpXK4XGMWnixRijm3BELxIZrXJbKOzmFAgZbzG/sHfFIX+NNSpRQu2QDQsLN/QVQrTkoSlc3sLkT1k5YPiKT1RKkcena1T9IyROE0JMobtq03bwW+ZNrqxA4DwmHBrqYUe5Q1DkXj+UdEFhLlSpkgpuC4AADj7tPxiMqKqdIqOYOGnRYlJGpX0dsTpTMSbtyIEc8riHLJEYv3JCXdR7nq+aaJVVcmre69IRdf6VMVpShfI65ykeJVdzN8/nI8osEJXVN3Bi0XJmrO5BKttAoDcLqBKA1n9LF5q32vkx+GjYwl48CbeNl9VD1nuSRORqbeHJkbcUulT0boFUUXKhpDzGz6CqIcDEK+H1HJSr5HI6JyIqWzLjZ9CsYnqt96FOBdiBIGipW/+lgg0Hz77hc4QXT+wSaQpfvko7hi/0JUzioJ4KzEPLMTiJ2IkYQyXy88tOAu+ILwlfp6IUfzz184X5NR98+9vVEhUWTB+4puanxl46VqyQaAt9uRXmIjk2d4tPtNpfZLbyTNKHzetnj7CYmSW44dL6kOcLTtFkS5J1LlC5SXrQkgfsqX0RzVr1Wyz/Ev3lrJyPSlwaIHLnNAEzOQe4o9bLcZoInlQpi5Yphik+iRBhS5C7UkWvW/qxItTZVoaapES1MlWpoq0dJUiZalzeYP6V91j0kd9jUAAAAASUVORK5CYII=)

**PROGRAM OBJECTIVE:** Write a C program to insert a node at the beginning, middle and end of a Circular linked list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data; struct Node\* next;};

void displayList(struct Node\* head) {

if (head == NULL) { printf("List is empty\n"); return; }

struct Node\* temp = head;

do {

printf("%d -> ", temp->data); temp = temp->next;

} while (temp != head); printf("NULL\n");}

void insertAtBeginning(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

if (\*head == NULL) { \*head = newNode; newNode->next = \*head; }

else {

struct Node\* temp = \*head;

while (temp->next != \*head) { temp = temp->next; }

temp->next = newNode; newNode->next = \*head; \*head = newNode; }}

void insertAtEnd(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

if (\*head == NULL) {

\*head = newNode; newNode->next = \*head; }

else { struct Node\* temp = \*head;

while (temp->next != \*head) { temp = temp->next; }

temp->next = newNode; newNode->next = \*head; }}

void insertAtMiddle(struct Node\*\* head, int data, int position) {

if (\*head == NULL || position <= 1) { insertAtBeginning(head, data);return; }

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data; struct Node\* temp = \*head;

for (int i = 1; temp != NULL && i < position - 1; i++) { temp = temp->next; }

if (temp == NULL) { insertAtEnd(head, data); return; }

newNode->next = temp->next; temp->next = newNode;}

int main() {

struct Node\* head = NULL;

insertAtEnd(&head, 10); insertAtEnd(&head, 20); insertAtEnd(&head, 30);

insertAtBeginning(&head, 5); insertAtMiddle(&head, 15, 3); printf("Circular Linked List: "); displayList(head); return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAwoAAAAmCAMAAABTYJzDAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAACNUExURe/v79PT0+7u7g8PD6LZ//////DCew95wfD////wwXsPDw8Pe8Hw/9ikD//Zog+k2P//8MF5D3vC8P//2KIPDw8Potj//9jZotikovD/8PDw8PD/2PDCwdj/2HvC2PDZoqLZ8PDCoqLC8PDwwf/ZwcGkwXsPe8Hw8MF5e//w8Njwwdj/8PDw/3t5wT8/PwK3CxEAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAUNSURBVHhe7Znplts2DIXbjmzZscdO3bG7J22T7sv7P15xAa4iKMk5/ZFT3++cxJTEBQRwSUrzifHpZ4Q8NlEKhDw4UQpPhDw2lAIhCqVAiEIpEKJQCoQolAIhCqVAiEIpEKJQCoQolAIhCqVAiEIpEKIsS2HYbEOpz7jbbPavwsUqDsfNcygah+MplCacX38eSlPWWEbISv4bKQjDxyCFcVd3SshqelK4bDabL17CxRrWSOHSzerVUrjeOtWUOSlgRvftXefoATSdG7ZhsOrXm465Xp7YXW26KN3h/zPGsbndZ+y4w3hwvgUQ3s4+ngvY/w5fCocjfHD9Mlyu4eOXwlxmOQ9lpMHuDmLBuOuM68z7vPnKrLzetnrDxXk4fi1TxWjSxVY80rG4M8vrDabMGttOc9x9I3UpBcGXQnbBEFc1iRyWHi1j4ZE4WjCDe2NKoBLulPUjqVs5HoXVbzhh/ZNaKgVZRqXL/BTPQjGQw5Qss6K0ww8INlZDJzt9rrdqFOFwfH4yKVjm9c5p427a7/jtS7ByVgpiYZxKxbiDCvCo27xzZsUM541tpznuvvv+RcejFDwpHI7FUhfWIMlS8TR8Y1vGG7gMEamlML5Fc7mV62fKqxCtIfd6kjboSyOhVc9I5zqsOUzJMsvYH1Arr5cip0mizUoB9WPTjElBG8rzrd2c0qZXsnJeCjK9ws0JSMHmceke53wVwdAFY5tpymiDSY9S8KSAaCSSFOAqXKTc9KSgIIVz/YwnBfyglkQjnAhCNE/6b4UUrJpSDNfuCtgwerklOEutSQEzu95+zKNMcFSUpJA2KZd2RxHgPJ3zsP/JeWx4KtKoLRk7naY0Gt+9ohSEO6QQ/ZOSvisFNClzNuJJAc1MCu9NCSGz5YGNvCgFiW68F+/0sG2nQ7vUJimIDYXgGhoVlVZeeiu04OwoaqKMB+cG13pMVYSjJMZcNraeJkI9PFMKwv1SyG52pWAH9g+RQlizw2cXuVgrBV3w1eIlKdiRK6PGakvhUr+VCFEKWJ3r7IK1eb3XU15JaWV12oSJ0jBWl7lOvGTiOL/+GTOppVAZK93EYgI77LKx9TQR6vP+F0qhIwU73ASmUkhJL7cQjVoK6cBzvxTkBRoXOYw28gopaLRhS3HHpxJ5TfeAZEd2m6xH/4BkWC8e7QEp9GWfOLOnG9zXDN1IFoydThMOOfz6G6XQkYIldCCkl+MfdXj85GeetFpoUmVDYEEKEmC0SQkQ+q/CUXZbJr4JqEiB5l1B6cbWyWexRKdmw9SKLJh5bVY8RxhtPkcrmtlM8F+bUX/B2GaaujZc8G4RdC//Z4spBXEGfGB/VwgJl/1jB+43+OizlxeusNtbAqswzh92QJL6eq7OX8URneF3fGxPlN1Gy/7QLqSlDa+IXe34YhlqOXj5HKWgP93txH31LazMJk1p8zknKg5yk5NVgbOBCTbSrLHtNLXq9c+/TlayS0qhBAdTcWo4uGupiK7cgrPxdHuWh/p1Ru/h1v5vyVFXClpL3KsHZn03qKUgw8r/NqgkBQba6t+dEsEgfHjVAqKvvVkO6V0tNrsCZtSNrPOCai89mq4oYr4eaQ9LBMtkfDWsdYPhrPn6N2OzEsWeEsISUKKetf7mjG2naapRtyc3Jh/ngD0CPSkQ8mBQCoQolAIhCqVAiEIpEKJQCoQolAIhCqVAiEIpEKK4Uvgn/BLyOFAKhAhPT/8CVXeS11GTnCsAAAAASUVORK5CYII=)

**PROGRAM OBJECTIVE:** Write a C program to insert a new node at any given position in a Circular linked list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int data; struct Node\* next;};

void displayList(struct Node\* head) {

if (head == NULL) { printf("List is empty\n"); return; }

struct Node\* temp = head;

do {

printf("%d -> ", temp->data); temp = temp->next;

} while (temp != head); printf("NULL\n");}

void insertAtPosition(struct Node\*\* head, int data, int position) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data; if (\*head == NULL) {

\*head = newNode; newNode->next = \*head; return; }

if (position == 1) { // Insert at the beginning

struct Node\* temp = \*head; while (temp->next != \*head)

{ temp = temp->next; }

temp->next = newNode; newNode->next = \*head; \*head = newNode;

return; }

struct Node\* temp = \*head; int count = 1;

while (temp->next != \*head && count < position - 1) {

temp = temp->next; count++; }

if (count == position - 1) { // Insert in the middle or at the end

newNode->next = temp->next; temp->next = newNode;

} else {

printf("Position out of range\n"); free(newNode); }}

int main() {

struct Node\* head = NULL;

insertAtPosition(&head, 10, 1); insertAtPosition(&head, 20, 2);

insertAtPosition(&head, 30, 3); insertAtPosition(&head, 15, 2);

insertAtPosition(&head, 5, 1); printf("Circular Linked List: "); displayList(head);

return 0;}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to search for an element in a Circular linked list and then delete that element from the list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int data; struct Node\* next;};

void displayList(struct Node\* head) {

if (head == NULL) { printf("List is empty\n"); return; }

struct Node\* temp = head;

do {

printf("%d -> ", temp->data); temp = temp->next; } while (temp != head);

printf("NULL\n");}void deleteNode(struct Node\*\* head, int key) {

if (\*head == NULL) { printf("List is empty\n"); return; }

struct Node \*temp = \*head, \*prev = NULL;

if (temp->data == key) { if (temp->next == \*head) { free(temp);

\*head = NULL; printf("Node with value %d deleted\n", key); return;}

while (temp->next != \*head) { temp = temp->next; }

temp->next = (\*head)->next; free(\*head); \*head = temp->next;

printf("Node with value %d deleted\n", key); return; }

prev = temp; temp = temp->next;

while (temp != \*head) { if (temp->data == key) {

prev->next = temp->next; free(temp);

printf("Node with value %d deleted\n", key); return; }

prev = temp; temp = temp->next; }

printf("Node with value %d not found in the list\n", key);}

int main() { struct Node\* head = NULL;

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = 10; newNode->next = newNode; head = newNode;

newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = 20; newNode->next = head; head->next = newNode;

newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = 30; newNode->next = head; head->next->next = newNode;

printf("Original Circular Linked List: "); displayList(head);

deleteNode(&head, 20); printf("Updated Circular Linked List: "); displayList(head);

deleteNode(&head, 40); return 0;}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to insert string in linked list in alphabetical order.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

struct Node { char data[100]; struct Node\* next;};

void insertInOrder(struct Node\*\* head, char\* str) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

struct Node\* temp = \*head; strcpy(newNode->data, str); newNode->next = NULL;

if (\*head == NULL || strcmp((\*head)->data, str) > 0) {

newNode->next = \*head; \*head = newNode; return; }

while (temp->next && strcmp(temp->next->data, str) < 0) temp = temp->next;

newNode->next = temp->next; temp->next = newNode;

}void display(struct Node\* head) {

while (head) {

printf("%s -> ", head->data);

head = head->next; } printf("NULL\n");}

int main() {

struct Node\* head = NULL; char str[100];

for (int i = 0; i < 3; i++) {

printf("Enter a string: "); fgets(str, sizeof(str), stdin);

str[strcspn(str, "\n")] = 0; insertInOrder(&head, str); }

display(head); return 0;

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYwAAAB+CAMAAAAAytbeAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAACBUExURe7u7tPT0w8PDw+k2P/////wwXsPD6LZ//DCew8Potj//3vC8P//2KIPD9ikDw8Pe8Hw///Zog95wfD/////8MF5D/DZotjwwfDCwcHw2Ht5wfDw8P/w8PD/2KIPonuk2KLZ8KIPe8HC8MF5e6J5wcF5ovDwwXsPe8Gkwdj/2KKk2BPouesAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAf2SURBVHhe7Z15e9s2DMY7y4lsK/Hd7ki7Lt297/8Bh4uXSDlyaj+CJLx/1DItgSR+AiiHaPLBpEg/mNTow8KkRgZDkQyGIhkMRTIYimQwFMlgKJLBUCSDoUgGQ5EMhiIZDEUaDka1fHiUwytVL1f4st7Qy4TUA0b9XqcFNU/PchRkMDKlMKolaStvWXeCcY12ezaw3hzoPWn6MFIOJAUwFg0PLBnfbGCsN9tmuQQXHk8cLAhkvaEmuE8P2Jy6AoOq5XI8//yRXlDwKfgPz4NO8IXuct/TQvqCK/AwCgGQvK/hvJoNCAy4Rqxx52CL7Y5RnTBgSrs9xYSLjOMJJo/u2O3RY2kUHT+FZCKinLL+ES92kQFm4aghfwNSaZKe0L4z0bTAcrtkqePJwziecHChczLdxAMbkzph4CTZhw4GvaIHnGeyLNHiwz5DBRjkO/rAw3A90Ulioh0Z3F4RxQgGX8yiM26QUgdUaQGHKbOnExjchC6UiMkVuR8E97x7G2AEH3sYricMOufvTHSljMTD+Cliwa3Nux/RNKgzMjIYbvXogIGpvPUcBumMV4B+MDhNdTkTUPGpEQy/PITO/Vo0RvWH4VyBbsw9VqPX08hAHU9EoxcMCssuFjg0FzUeBjwNkI2083q0NHrAEE+K8+gocxl7OYchTc6Nl2AE+6BszcBL3YIQYEBagqvbnbvzRqceMCp5iHWvJRi0psOtHcOoyARhcL69GBmxD9tPUyBIRdJ/BANat1Hnu5/hqriTcam0gMOsYhj07I6OolUDnFtKU5jAH35JIwOvE5+iYTgMfuIsn/SEJqgJlEcGmCCuchadD1fCurSiNu6cPhVm41MKY0jJYyrl/5lKDwz6TgkxYjAUyH0hzFPgbKQHBuf78Sb8G0gRDJPBUCSDoUgGQ5EMhiIZDEUyGIpkMBTJYCiSwVAkg6FIw8F4f3nnZNUDxg12MWWXKpHByJTC8Dt9se4E4zrRIKbOrw0j5UBSA2O8m9s91QFDW60twuCtd79nvtuv6iWYw/Nd58WRjUedMMBVUnjgImPIWlscBBuJYLysms9ffoX3vvPSyEakThhIgKfvYNAr+oI9xl5J1OITakUCDLTBH3gYric6SUwUIuMrIZRuCcbTc7Pc+tyFV3aObBwqLeAwaz9l+FdgcBO6sFSqQ4rcD4J73r0NMIKPPQzX08VaW181FcE4YIx5k9h558jGoc7IyGC41WOYWluIDDZehOE6nw0MbkKVpnzvWlsYBC81JRi+8+nDEE+K8+gomzJ7OYchTd9fawswogUBDwOM0Pn0YaiotcUP1xtoxM4h/8UwQucTg0FSWGtLpI4nOW1VJWnKdz4pGEPKam0VwbBaW3WRYbW2OsRrBoXHTKUIhslgKJLBUCSDoUgGQ5EMhiIZDEUyGIpkMBTJYCjScDDeWZHGP3KfpnrAiDd93inZGElkMDKlMPzmUqw7wbhOXA5xmBeMlANJBQwUbdTOEIa68k6Ug+HOx1KgSf3IvROGsvJOlMCAG4Ov/Q3M+CqJKagTBhJgHzoY9IpZgj1WyBctPqE8IcBAG/yBh+F6opPExKXICCOjNhndFFRawCm1oKcTGNyEDul0QFo3BfewextgBB97GK6ni+WdKIERRoa6wYqmRp2RkcFwq8cw5Z2oNgwe0SxhcBOq5LF7l3eiWjA4lc0sMsST4jw6yhzAXs5hSNMNfpUqiE4NI+PngJnBUFHeWYFlshXOx/FAJpwwDJLGX6UKFxDXaGRofzvdyBhS/Mxq5Z0qZOWd6iLDyjt1iNcMCo+ZShEMk8FQJIOhSAZDkQyGIhkMRTIYimQwFMlgKJLBUCSDoUgdMHjXQLt2e979kH2X0ctgKFIKg+stDt8Dg7a715t77Uq4vd9k2+MGMPgPwsLgo6Iu30e8W3xP5ZFB4+gJo3AawaASqFso21SV/cB05/daGIVh1+cXGLdaGL0qWhu6oWIhDJ4FuQjnXR/gNAg6mKU31jy9wuGbG0n0S40S8bYs11glZVk1WcO9dRoS7o44Z2bKh10/fYNhaYUBU6OjNypas/9l4ecTwfj8qTq//I7WvDFAjX+T9c1JZgmPhyJ+ojDknvAv7sIR/EPFDGSaC31LyoZdP/3x5VktDBysD/9SPYiofe9W5z8lCQQY54/gQm+DDhryXY/SDrdIO9HVfJvEMNgeC5Ok3BCdag8brqm3amHQ/ecHfMFrrXu38sknwHh4rJbbABSN+Ym+rToNS7zSudrD+BYTw44htC/TaA0bYBz/elQPo1DRSk0OFEw7HipGBr8vwfDGLsKglcU7s04L2nC5cHeJg+GXB95Hx0/DiuKV1I+2hg0wdnv8W/yqYbxV0ZqnKZgP3coFGMFY78hopyloePgbh4jykfG6p6M0u0qhb1GFNLWoDupgEIcAg0fUCaO0gMuCQD7B9TbACMb6wih8Y2nO/0iWCjCe6Td7Qm++Y5TLZrkKCziktn//c3cSzX9gGFdXtJYfbfnRBj0DmSGGEYz1hJE/2mKbz1sBBrSCVYo8SmtRoW9BpUdbMNm8wAV0xG/d5QNFxpUVrXxaIvIP5xb8pvK6T9YMb6wnjFK/YJx8w+sPkcVxVsQAGlZ+2PhaUmHY5H3Oa/hVhbpFE+QPXokygDdXnqZMg8lgKJLBUCSDoUgGQ5EMhiIZDEUyGIpkMBTJYCiSwVAkg6FIBkORDIYiGQxFMhhqtFj8D/+jA/gN/NHoAAAAAElFTkSuQmCC)

**PROGRAM OBJECTIVE:** Write a C program to remove duplicates from a linked list.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data; struct Node\* next;};

void removeDuplicates(struct Node\* head) {

struct Node\* current = head;

struct Node\* prev = NULL;

struct Node\* temp = NULL;

while (current != NULL && current->next != NULL) {

prev = current; temp = current->next;

while (temp != NULL) { if (current->data == temp->data) {

prev->next = temp->next;

free(temp);

temp = prev->next;

} else {

prev = temp; temp = temp->next; } }

current = current->next; }}

void displayList(struct Node\* head) {

if (head == NULL) { printf("List is empty\n"); return; }

struct Node\* temp = head;

while (temp != NULL) {

printf("%d -> ", temp->data); temp = temp->next; }

printf("NULL\n");}

void insertAtEnd(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

struct Node\* temp = \*head;

newNode->data = data;

newNode->next = NULL;

if (\*head == NULL) { \*head = newNode; return; }

while (temp->next != NULL) { temp = temp->next; } temp->next = newNode;}

int main() { struct Node\* head = NULL;

insertAtEnd(&head, 10); insertAtEnd(&head, 20); insertAtEnd(&head, 20); insertAtEnd(&head, 30);

insertAtEnd(&head, 10); insertAtEnd(&head, 40); printf("Original List: "); displayList(head); removeDuplicates(head); printf("List after removing duplicates: "); displayList(head); return 0;}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to create and reorder a linked list placing all even-numbered nodes ahead of all odd-numbered nodes.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data;

struct Node\* next;

};

void reorderList(struct Node\*\* head) {

if (\*head == NULL) return;

struct Node \*evenHead = NULL, \*oddHead = NULL;

struct Node \*evenTail = NULL, \*oddTail = NULL; struct Node \*current = \*head;

while (current != NULL) {

if (current->data % 2 == 0) {

if (evenHead == NULL) { evenHead = current; evenTail = evenHead;

} else { evenTail->next = current; evenTail = evenTail->next; }

} else {

if (oddHead == NULL) { oddHead = current; oddTail = oddHead; }

else oddTail->next = current; oddTail = oddTail->next; } }

current = current->next; }

if (evenTail != NULL) evenTail->next = NULL;

if (oddTail != NULL) oddTail->next = NULL;

if (evenHead != NULL) { \*head = evenHead;

if (evenTail != NULL) evenTail->next = oddHead; } else {

\*head = oddHead; }}

void displayList(struct Node\* head) { if (head == NULL) {

printf("List is empty\n"); return; }

struct Node\* temp = head; while (temp != NULL) {

printf("%d -> ", temp->data); temp = temp->next; } printf("NULL\n");}

void insertAtEnd(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

struct Node\* temp = \*head; newNode->data = data; newNode->next = NULL;

if (\*head == NULL) { \*head = newNode; return; }

while (temp->next != NULL) { temp = temp->next; }

temp->next = newNode;}

int main() {

struct Node\* head = NULL;

insertAtEnd(&head, 1); insertAtEnd(&head, 2); insertAtEnd(&head, 3); insertAtEnd(&head, 4);

insertAtEnd(&head, 5); insertAtEnd(&head, 6); printf("Original List: "); displayList(head);

reorderList(&head); printf("Reordered List (Even before Odd): "); displayList(head); return 0;

}

**OUTPUT:**
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**PROGRAM OBJECTIVE:** Write a C program to implement Stack Using linked List.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int data; struct Node\* next;};

struct Stack { struct Node\* top;};

void initStack(struct Stack\* stack) { stack->top = NULL;}

int isEmpty(struct Stack\* stack) { return stack->top == NULL;}

void push(struct Stack\* stack, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data; newNode->next = stack->top; stack->top = newNode;

printf("%d pushed onto stack\n", data);}

int pop(struct Stack\* stack) {

if (isEmpty(stack)) { printf("Stack underflow\n"); return -1; }

struct Node\* temp = stack->top; int poppedValue = temp->data;

stack->top = stack->top->next; free(temp); return poppedValue;}

int peek(struct Stack\* stack) { if (isEmpty(stack)) { printf("Stack is empty\n"); return -1;

} return stack->top>data;}

void display(struct Stack\* stack) {

if (isEmpty(stack)) { printf("Stack is empty\n"); return; }

struct Node\* temp = stack->top;

printf("Stack elements: ");

while (temp != NULL) { printf("%d ", temp->data); temp = temp->next; }

printf("\n");}

int main() { struct Stack stack;

initStack(&stack); push(&stack, 10); push(&stack, 20); push(&stack, 30); display(&stack);

printf("Top element is %d\n", peek(&stack)); printf("%d popped from stack\n", pop(&stack)); display(&stack); return 0;}

**OUTPUT:**
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**PROGRAM OBJECTIVE:** Write a C program to implement queue using double pointers.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int data; struct Node\* next;};

struct Queue { struct Node\* front; struct Node\* rear;};

void initQueue(struct Queue\*\* queue) {

\*queue = (struct Queue\*)malloc(sizeof(struct Queue));

(\*queue)->front = (\*queue)->rear = NULL;}

int isEmpty(struct Queue\* queue) { return queue->front == NULL;}

void enqueue(struct Queue\* queue, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data; newNode->next = NULL;

if (queue->rear == NULL) { queue->front = queue->rear = newNode;

return; }

queue->rear->next = newNode; queue->rear = newNode;

printf("%d enqueued to queue\n", data);}

int dequeue(struct Queue\* queue) {

if (isEmpty(queue)) { printf("Queue undrflow\n"); return -1; }

struct Node\* temp = queue->front;

int dequeuedValue = temp->data;

queue->front = queue->front->next;

if (queue->front == NULL) { queue->rear = NULL; }

free(temp); return dequeuedValue;}

int front(struct Queue\* queue) {

if (isEmpty(queue)) { printf("Queue is empty\n"); return -1; }

return queue->front->data;}

void displayQueue(struct Queue\* queue) {

if (isEmpty(queue)) { printf("Queue is empty\n"); return; }

struct Node\* temp = queue->front;

printf("Queue elements: ") while (temp != NULL)

{ printf("%d ", temp->data); temp = temp->next; }

printf("\n");}

int main() {

struct Queue\* queue; initQueue(&queue);

enqueue(queue, 10); enqueue(queue, 20); enqueue(queue, 30); displayQueue(queue);

printf("Front element is %d\n", front(queue)); printf("%d dequeued from queue\n", dequeue(queue)); displayQueue(queue); return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUkAAACqCAMAAAAX800CAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAByUExURdPT0w8PDw8Pe8Hw///ZonvC8P//2KIPD//////wwXsPDw8Potj//6LZ////8MF5Dw95wfD//9ikDw+k2PDCe/DCoqLC8P/w8PD/8PDw/3sPoqIPe/DZovDw8MF5e9jwwdikovDwwfD/2KLZ8KIPonsPe7jcQSEAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAwaSURBVHhe7Z0Be+O2DYZ3cdJzlrhzzlmvW3db17X//y8OHwACpETZVgJJcQ/f015pkiKBVyTlI1jrL6kofUrFKElGKUlGKUlGKUlGKUlGKUlGKUlGKUlGKUlGKUlGKUlGaQOSd7t7Tf2p9AFIPvzwWVM3rQHJh/1+//jXklpm7HwXJB+I4tMzUB5+/Nun48siKL+PMQk9MMQvlDpRqtLT834Pr5+ev9CIZf+Rtd9T3QPwy1UYza/4r9RF8mQD/ID6FUlpoLS737c9ev1OY9Ibd1ws21ITJNnwux0TKTq+0KcDFZDd91RILnAWe+QkUYPz3Xm0+PRM3vNFU2PyhN4ecFtMXr/TmJM0y7ZUhyRMgn1Pz39vfNa7/0r/IgXfKn4lJf6h0JzXoUQEeJBPkJRsZmfy+p3GnKRZtqXGJE+YOmQbGdv4LJYiS1LkmyRaksIFnprzzIMLudYESR5Y9knk9TuNGUm3bEuNSJ742X14/IlMb4w7vmDJwhJ1liQvbLzemfNYOKFLJAGGJ6+pQ9IbM5Ju2ZYakjy+sF8PzFNIqfyDpCZIKheSOS/DCLqGpF1P6pD0xoykW7alBiSPAlKtdKtJDsBIStbBnt14XPg17DweI8rIs1qSeoU01mL2+p3GOIU1u71mK7UkjwqSyFBCV64ifrZCRlIe81/hEacw5+52pYkTuPIXInw5ZaHF48//aB0vX1tRv53cVf1OY3iA09cIuoVm2ZZqSeoih/GF5MA+Xo/IDyeJWvc6y+iyfz5rStYsfOn8Zcd1kYVWCcYPnw+DIYQviGis/LcS6v/CQ67TGOz5gr9MmGVbavTEmS+fb8voY0zei0qSUUqSUUqSUQogmWIlySglySglySglySglySglySglySglySglySglyShtQPJG/h49Vx+AJG8Z375akti15u1o2ZleZux8FyShPBf0NnVmNzyTPccmtgjGEmfJc0E9TZBkw/Nc0ByNSYpZZF+eC5qlAUmEO+EQ2UbGNj6LpciSFPkmiZakcIGn5jzz4EKuNUGS76B9Enn9TmNG0i3bUp3ZjYdNnguarQ5JsRc+CCmVf5DUBEnlQjLnZRhB15C060kdkt6YkXTLttQESbHSrSY5ALGcfJOsPBfEGpOUgz15LmiuWpK8CIlVWO8G9pXTN04StfJckKgzu+fK59sy+hiT96KSZJSSZJSSZJQCSKZYSTJKSTJKSTJKSTJKSTJKSTJKSTJKSTJKSTJK4STvdpvvb22jJcZks9V+WbzRefsakORA/ns3JJYheXzRZrHTO9jTwOayZI0LeWNYsjq713FqSWrw/p29LUHybvf4kzTbOWeDTXjJmjiEw1kcF1kuUNGQ1LD9oUQNxUfcVHyy8CEHBYbDojpQUkiWJfNw/4AYBY91awwZlMOTgIRLkdZLRzQOrxriUQO0XiWJPE0Vku2Svdha0pDUncbT/ksdqmEL6aOThE98oMQlNcRK9YRroOrh679OP377N7YZvTGwEzbFN67/9B/cSwKumZWq2oNzNiw0PV1ItrP9dLfYx3g1JMVWuOokhS5SRlIK2zuvZrILWqJu3WPK0aTCgK8aQx3/CMknUWeGqnXoaHjOBuL5NFWIyCRvGB9ffhUb43WRpPgJOEZSSNWOK0Pd3ZZy/UBX0T/kClztNOYkLw0XI0nXj/fReXXvFmIpojLkUld6t+PVkhRXGpIcc+X1y5znpyGp8pvDpKSKZFkBa5Kdxpwk+Xr2q2ghOTpnA9FKTH9OFFIOH3NAp+uQxCSQ/wzHJGTOC6lGjX1S7v44yU5jFUmSfdXpSEh2ztmQ5FeOJgpJ6OnAsKXPBdSQlKcIXGZj5GuDucbOY9h2jGmGgV7C9TWhJAeNSUPNjdG2p9fJzjUGsl8IoUCy6/sWqoYkcSKAgAW3abJRr346BZ7QxCZb7UCJq/6epp4YDSfpjVUkS70TWhBc1M/YYS2yx7+rgOwWQnziEwZgvmletFqS1JEuVVjlXk/sjp1OocSjHFjhlbJYLyoHSnTFRKGslHzWT0l6YxVJ7hQ9oVUFOBqTujaXJhpWWF8htbEtlB65H663FMghSblxqTdoSJKH//G/SXO2RiR5Hi02Bf7EGpNMvU1JMkpJMkpJMkpJMkpJMkpJMkpJMkpJMkpJMkpJMkpJMkrhJC8EY66U793ejN5G8vwWfmf3/5x6jd08Sd3wvriptjjJs5LQFieGG+Qbakjyup3JLUme9r/K8Y+Fz/nM1QTJux2f22Ery53vHeVxIVdzCsmyZF57LshUHTsaDbvjb5/1II10M3tEL6VJkmCASASH5ThA1TnK4+KA3vvOBdUqUV9u8X/cnEtJclCN7sR102hxTZKEC4h6i58MBH5LjbHz6hYPHyXJlYDkynNBtZRkE0Y3lbA8/bngOZ+56j1xyDMLMWoCPleB1ZHzwlAdF5L6ga6ifzRKK9eh/FxjpILQHi61nCRd2jlwsY0mx6SRZFcwI885L7fgneeCKhWStq7WMpJo5PZIXjMmVc2YJDlJv+5akkgOUZZ1ku+bmby1LpFUP/Fn5byuhK7Kcyvl+ppQkn7ducZIdXtN25CSlOt692ETXSTJZsvj1p0fH4AKOBdUS+nxCd/ROR8lyTZSw5y3vS6SJLtpqUJ25Tx/42sHA6+UhFBXTNSVlfL6c0EmXU6pkFtTm0Rl+aXMZc/5zFVLMvV2JckoJckoJckoJckoJckoJckoJckoJckoJckoJckoJckoJckoJckozSXZ25adqdHOLe+ijfcob0wfgWTnfyi9QQ1JnvstGWgBkroFfutqSd6d+y0Z1iIkB9GF21RL8vxvyZQAAxWUAVsCDHU0oQRWOVYlmPx4Sok+VCokqTcq5TAEeqLE3e71sH89SZ8mtI/ohvTGHcMM7407jjl9OEOjdbI6YTKIj3LwieGijkfK2CMnaQdWnKTV51hOMyY5FkOiGoRbXwXFv8dBs+Ju9+314etvvzeDlg+4oDsnKQE7yneS3J34spImSMK+wc/FCACQ1HFGqYpfSYl/cMZIen2+D1OzW8KTdJVkEAuEIolqs5DW/EqKO/eerPNhT4tqmiR53VgihhsPfBbDucBIsgtcxUhafak1TRIdeOLw+AfVJHsaktI+GhKDKCUNoFkjqX1wfytpkmTnnU2FJC9UpC5JjbDWJK2+1LpMkk2g6Yq3kFxBUgPDtDYYyRLL3Z5k5+dinKR6WspbkuIpZCSt/kyS88YkJCmqMuxjBU2QdGwmtvJuR1lSSBJ73/vOphFJyaA/0f6QJLd/fCkk23c2qY3UC9uzqiZI+hPYhazD15+p2P5SgsrvfmfTiKTYQN31SOLD0/M3AiUpTB47SoMnP30bYNvbTpZXS1JXNNxPrHcNSDKTco4gKfW01r3OMsp42zubxiS5PlXvkSRGtAjzkMP6OHhnE9ZH+XEe+6a7lkZjcr588q6n9SfvRSXJKCXJKCXJKAWQTLGSZJSSZJSSZJSSZJSSZJSSZJSSZJSSZJSSZJSSZJTCSa4eZ/4oWmJMNkGLy5LIzM1rQJJ3mt+7tbMISd1G11S7685b8pI1LlxLLUkOiHzIt18hyMA/bjJ1Ykmypo4zraCGpPyPw4hFSWxFfMRtxieNnWDE+jkfE0azIikky5IZ8fYrFiJlaoDWqwTzJgtXUENS92xPH/PtV9IY16Z7BPsawbzJwhXUkBTP4KqTFLpIGUkpbO88F2qUUEvUrbC3X8l9QEdTL7iaLFxDF0mKn4BjJIVU7bgy1BC+lOsHuor+IT9BstOYk6TJXbXYER85QGNTL7jqF66klqS40pD0cz7mPD8qSZXfHHAmVSTLCnj9r9xc+Coqv/937gVXk4VrqCGpsftmnTQ/3Xkh1UjntUjK3R8n2WmsIkk68/ar4wvXO/uCq8nCFdSQlKcIXGZj+DY7NnYew1YANGqGgV7C9TWhJAeNSUPNjdG2x+vkUUD2rhGhYLJwBTUkiRMBBCy4TZONjPdzPvzk5Dlt53xcdjSHpJ4YDSfpjVUkS72zb786Kki6khL8+G+lXzb7hWuoJclLN/uCVe4jvf1KV9jSRMuKC7mpTuFaGpDkwajJ1CwNSfJTJ99+9QaNSPIck5mSmqMxydTblCSjlCRj9OnT/wF/sb6XVAAV8gAAAABJRU5ErkJggg==)

**PROGRAM OBJECTIVE:** Write a C program to implement Queue Using Linked List.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int data; struct Node\* next;};

struct Queue { struct Node\* front; struct Node\* rear;};

void initQueue(struct Queue\* queue) { queue->front = queue->rear = NULL;}

int isEmpty(struct Queue\* queue) { return queue->front == NULL;}

void enqueue(struct Queue\* queue, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data; newNode->next = NULL; if (queue->rear == NULL) {

queue->front = queue->rear = newNode; return; }

queue->rear->next = newNode; queue->rear = newNode; printf("%d enqueued to queue\n", data);}

int dequeue(struct Queue\* queue) {

if (isEmpty(queue)) { printf("Queue underflow\n"); return -1; }

struct Node\* temp = queue->front; int dequeuedValue = temp->data;

queue->front = queue->front->next;

if (queue->front == NULL) { queue->rear = NULL; } free(temp);

return dequeuedValue;}

int front(struct Queue\* queue) {

if (isEmpty(queue)) { printf("Queue is empty\n"); return -1; }

return queue->front->data;}

void displayQueue(struct Queue\* queue) {

if (isEmpty(queue)) { printf("Queue is empty\n"); return; }

struct Node\* temp = queue->front;

printf("Queue elements: ");

while (temp != NULL) { printf("%d ", temp->data); temp = temp->next; }

printf("\n");}

int main() { struct Queue queue;

initQueue(&queue); enqueue(&queue, 10); enqueue(&queue, 20); enqueue(&queue, 30); displayQueue(&queue); printf("Front element is %d\n", front(&queue));

printf("%d dequeued from queue\n", dequeue(&queue)); displayQueue(&queue); return 0;}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to create Binary search tree and perform following operations on it.

1. Insert node ii) Delete node iii) Search node.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int data; struct Node\* left; struct Node\* right; };

struct Node\* newNode(int data) {

struct Node\* node = (struct Node\*)malloc(sizeof(struct Node));

node->data = data; node->left = node->right = NULL; return node;}

struct Node\* insert(struct Node\* root, int data) {

if (root == NULL) { return newNode(data);} if (data < root->data) {

root->left = insert(root->left, data); } else if (data > root->data) {

root->right = insert(root->right, data); } return root;}

struct Node\* minValueNoe(struct Node\* node) {

struct Node\* current = node; while (current && current->lft != NULL) {

current = current->left; } return current;}

struct Node\* delete(struct Node\* root, int data) {

if (root == NULL) { return root;} if (data < root->data) {

root->left = delete(root->left, data); } else if (data > root->data) {

root->right = delete(root->right, data); } else { if (root->left == NULL) {

struct Node\* temp = root->right;

free(root); return temp;

} else if (root->right == NULL) {

struct Node\* temp = root->left; free(root); return temp;}

struct Node\* temp = minValueNode(root->right);

root->data = temp->data; root->right = delete(root->right, temp->data);}

return root;}

struct Node\* search(struct Node\* root, int data) {

if (root == NULL || root->data == data) { return root;}

if (data < root->data) { return search(root->left, data);}

return search(root->right, data);}

void inorder(struct Node\* root) {

if (root != NULL) { inorder(root->left); printf("%d ", root->data); inorder(root->right);}}

int main() {

struct Node\* root = NULL;

root = insert(root, 50); root = insert(root, 30); root = insert(root, 20); root = insert(root, 40);

root = insert(root, 70); root = insert(root, 60); root = insert(root, 80); printf("Inorder Traversal after insertions: "); inorder(root); printf("\n"); root = elete(root, 20);

printf("Inorder Traversal after deleting 20: "); inorder(root); printf("\n");

int searchValue = 40; struct Node\* result = search(root, searchValue);

if (result != NULL) { printf("Node %d found in the tree\n", searchValue); } else {

printf("Node %d not found in the tree\n", searchValue); } return 0;}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to perform Inorder, Preorder and Postorder traversal on a Binary Search Tree.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data; struct Node\* left; struct Node\* right;};

struct Node\* newNode(int data) {

struct Node\* node = (strct Node\*)malloc(sizeof(struct Node));

node->data = data; node->left = node->right = NULL; return node;}

struct Node\* insert(struct Node\* root, int data) {

if (root == NULL) { return newNode(data); }

if (data < root->data) {

root->left = insert(root->left, data);

} else if (data > root->data) {

root->right = insert(root->right, data);

} return root;}

void inorder(struct Node\* root) {

if (root != NULL) {

inorder(root->left); printf("%d ", root->data); inorder(root->right); }}

void preorder(struct Node\* root) {

if (root != NULL) {

printf("%d ", root->data); preorder(root->left); preorder(root->right); }}

void postorder(struct Node\* root) {

if (root != NULL) {

postorder(root->left); postorder(root->right); printf("%d ", root->data); }}

int main() { struct Node\* root = NULL;

root = insert(root, 50); root = insert(root, 30); root = insert(root, 20); root = insert(root, 40);

root = insert(root, 70); root = insert(root, 60); root = insert(root, 80); printf("Inorder Traversal: ");

inorder(root); printf("\n"); printf("Preorder Traversal: "); preorder(root); printf("\n");

printf("Postorder Traversal: ");

postorder(root); printf("\n"); return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to delete a node from a Binary Search Tree.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node { int key; struct Node\* left; struct Node\* right;};

struct Node\* getSuccessor(struct Node\* curr) {

curr = curr->right; while (curr != NULL && curr->left != NULL)

curr = curr->left; return curr;}

struct Node\* delNode(struct Node\* root, int x) {

if (root == NULL) return root;

if (root->key > x) root->left = delNode(root->left, x);

else if (root->key < x) root->right = delNode(root->right, x);

else {

if (root->left == NULL) { struct Node\* temp = root->right;

free(root); return temp; }

if (root->right == NULL) {

struct Node\* temp = root->left; free(root); return temp; }

struct Node\* succ = getSuccessor(root); root->key = succ->key;

root->right = delNode(root->right, succ->key); } return root;}

struct Node\* createNode(int key) {

struct Node\* newNode =struct Node\*)malloc(sizeof(struct Node));

newNode->key = key;newNode->left = newNode->right = NULL;

return newNode;}

void inorder(struct Node\* root) {

if (root != NULL) { inorder(root->left); printf("%d ", root->key); inorder(root->right); }}

int main() {

struct Node\* root = createNode(10); root->left = createNode(5); root->right = createNode(15);

root->right->left = createNode(12); root->right->right = createNode(18); int x = 15;

root = delNode(root, x); inorder(root); return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKoAAAAnCAMAAACohiO2AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABLUExURe/v79PT0w8PDz8/Pw+k2P//////2KIPDw8Pe8Hw//DCew95wfD/////8MF5D6LZ///ZonvC8MGkwf/wwaLC8HsPDw8Potj//9ikD21Id/IAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAF3SURBVFhH7ZXbboMwDEA7Bhu3LkvpZf//pbNjB+IMJKbGk9B8HtoUN8mJMeZ0ejkKoFodBFPVwFQ1MNUdvPL3bkx1B6aqgalq8K9U6wZ5e+efRNs1fRgM448YXDt/hIGDiZ9htCCCYmYBVV46xZ8vY1CtwbjtxI5tN11pigPNYRSucxAGt2ymimo93Yag2nYocn9QhgnXw0mWKU6cYw4O4xd8irV1sopboR5t6BvIUMq2KhBVcb4vnNWVUo1bhWO46ZqFE9VwowUc9FDFvsGTRp5XRdouyVNgVsW7L5IDJKqeH7+FGIQHUi5aRpXNEqLqBUtgWxVzlzFntYcmkEYLqd4f2Zakyp3HbdVqnVcxQEFsHeibVEAh1VpUFUCqax0AiKprphwkSRJmyqhm3RHgisAjbD45q6YcHEaIyUfgeVWPHUDmFF9RAO6D/UEKhf/jRXijBdJTzkFaQ9R4oQL4C0xVA1PVwFQ1MFUNDqT6a0xVg8OoVtU35QpA2Jmw94cAAAAASUVORK5CYII=)

**PROGRAM OBJECTIVE:** Write a C program to calculate the height of a Binary Search Tree.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data;

struct Node \*left;

struct Node \*right;

};

struct Node\* newNode(int data) {

struct Node\* node = (struct Node\*)malloc(sizeof(struct Node));

node->data = data;

node->left = NULL;

node->right = NULL;

return node;

}

int height(struct Node\* root) {

if (root == NULL) {

return 0; // Height of an empty tree is 0

} else {

// Calculate the height of left and right subtrees

int leftHeight = height(root->left);

int rightHeight = height(root->right);

return (leftHeight > rightHeight) ? leftHeight + 1 : rightHeight + 1;

}

}

int main() {

struct Node\* root = newNode(10);

root->left = newNode(5);

root->right = newNode(15);

root->left->left = newNode(3);

root->left->right = newNode(7);

int treeHeight = height(root);

printf("Height of the BST: %d\n", treeHeight);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPMAAAAiCAMAAAC9Sh+HAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABFUExURdPT0w8PDw8Pe8Hw/////9ikDw8Potj///DCew95wfD/////8MF5D6LZ///wwXsPD//Zov//2KIPD3vC8A+k2Ht5waLZ8HS29KUAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAI5SURBVGhD7ZZrV4MwDIbdxSEo6gb6/3+qSd70Ri8rZ0fPZnk/jBa6JE+SFp5a1K49bcxtaGNuQxtzG9qY29DG3IY25rT2h+OzDqFT96Kja+qH4/H1TSeBxvcPHf25bmUu4/fDp46sDOvdMCvBeL7INKdq5imucQ0zJZkkQciQXMx8h5RumokfRenN6ZeZY0N1zBT//kB/PnW8bJI2k7t5JXoqozwzZ5atcKY1u0j2+ULLKLO0SPJLCrlHe2fJzNubRSDj+xdNBMZ4sgLdTF79RnHM02KvQdW7JcvM3k4dvLB3vpArSfypo6gRQlxnWcFJN+0Y4Lg6cyIlJ74nyGP26CwzVSG0Cd3MjJGBxUWMIkIZccAxM2qLApV6mxf0A2fR8wQJnaSBsmtNXKkzV6ROS2aU5nxBDBwTCZP9wZAizDQzVuk/S8x85VWBJwhnGBby9sEjxxyLe2qZ/KxydTY71WPW3pbsl5glsn6wS0JFzIEnCDakE0hUCDFZYibJmVelHHPQazqR6NhvFfO6OgeCDbfHQX+FOWyVknLMgQGE5fA85jgQcPq/gcwty5wI1TAbf0vm9Ll9M7PtLBaYnU+POVgnkvKgtVPMs+47yxxbUE98/5sf6ZvX+k+f2zhYa5RlRieTGX2n2hFF4jObDyUnOQiR8gSz2CVjjtl6snJnGEYwVqgzfxEka59UyFwU0l1/VNytVjDrC1Ca4KG1us5z8hvoobSCWfdz9ba5W61h/i/amNtQe8y73Q+IHT0ioFIiBQAAAABJRU5ErkJggg==)

**PROGRAM OBJECTIVE:** Write a C program to find the minimum and maximum values and total number of nodes in a Binary Search Tree.

**PROGRAM CODE:**

#include <limits.h>

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data;

struct Node \*left, \*right;

};

struct Node\* newNode(int data)

{

struct Node\* node = (struct Node\*)malloc(sizeof(struct Node));

node->data = data;

node->left = node->right = NULL;

return node;

}

int findMax(struct Node\* root)

{

if (root == NULL)

return INT\_MIN;

int res = root->data;

int lres = findMax(root->left);

int rres = findMax(root->right);

if (lres > res)

res = lres;

if (rres > res)

res = rres;

return res;

}

int findMin(struct Node\* root)

{ if (root == NULL) return INT\_MAX;

int res = root->data;

int lres = findMin(root->left);

int rres = findMin(root->right);

if (lres < res) res = lres; if (rres < res) res = rres; return res;}

nt main(void)

{

struct Node\* root = newNode(2); root->left = newNode(7); root->right = newNode(5);

root->left->right = newNode(6); root->left->right->left = newNode(1); root->left->right->right = newNode(11); root->right->right = newNode(9); root->right->right->left = newNode(4);

printf("Maximum element is %d \n", findMax(root)); printf("Minimum element is %d \n", findMin(root));

return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAREAAABCCAMAAABHJxJRAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB4UExURdPT0w8PDw+k2P/////wwXsPD6LZ/9ikDw95wfD/////2KIPDw8Potj////ZonvC8NikovD/8MHC2A8Pe8Hw8PDCe6J5waIPe8Hw////8MF5D3sPovD/2MF5otj/8P/w8PDZovDw8MF5e/Dw2KIPotjZ8MHw2D8/P3OYQXYAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAOWSURBVHhe7Zlrl5owEEALKOID6C6lVbvt1j7//z/svBKSKVoR6Nqzcz8IyDBJLiF4nDeGJjFizIjGjGjMiMaMaMyIxoxozIjGjGjMiMaMaMyIZpCRNFssZXcQeZZlK9m/mWK92crurPwTIzicQUb6wl/EyK7ERudoegIjF0kz1+c8q3jnVpQRnNy1zz4d8xrZlVXOfU6zt+WURoqHxypp3j1idnz2MXeetfKZyjdJXtVZVazBXo2RuxLObd6vNx/28f1p9ll2ONKuH2INSSBhGO/y1ouPJZ3EppHQCjTnHllModpZJWykeNqCHf72VpSRT5+PaVU8HJMaulOsIXmzh7ZS0gL71Fr+/CU9nL7CQWfk8O17eWrp2EF9q1mJM4IdL9ZRPEZwKOpLyUPvHMnZCGXE7kXIHJFWx6CMHPM2X6ERgpqBJlwrzsjhCIqa/WLZGcnaXQnHMiUIOimXyBB5Aye6eLwa5glcWKMMPrxkRDaKmYykm21xetp6I3zLYVZLc87IYgm3MjaCQ4M5ExjpguFThigJwaiPRxd83ie7bKTufeHNZ6TZt9QfWGQBbiZ3T/QgI5xBnn4ZoqwQoRFcFZCrjfh1J2I+I7iB/uCUdre0PvyQgd4yRxgZIicE9BxBrjUC/PmKncmIdBj6wwscHcNCyH7OGcFlt8dIOAI3RD/8Lr4bfGCEPxVhvnCfmNcI9IdeMzk+NWRDvWu8ERQHk7jfCOUQZNz04kKCeFin6avQiI8LYQvNT4rSw57dCD2s+HKE3xQ4Fvw9IosAvPu9EfxtAD8r+o1AHo6XFYWSU5IqiqeVBHN1RvgSN3kQWW7gJJ2Kp5D0rHItRVcOJTJiAGZEY0Y0ZkRjRjRmRGNGNGZEY0Y0ZkRjRjRmRGNGNGZEY0Y0541woSbildd9JzTi/0O7lr5wq/sOoqv7jkYZwcn9P9d9JyAyEtR9/aOPdT4uuvg6yf3WfadAGfF1Xz8I6EqLNwH33X/x91z3HY0yEtR9vRG0IJUBMXLPdd/RREaium80iNjIkJoeXynJKB6Du3h0wed9sstG/lL3HY024uq+44242kloRFaIOeu+o9FGcDONEQlmJBnPEUDPEeRaI8CFuu9oIiPS4YFG7qvuO5o+I9F9umgENjiJ+428TN13NGeMyCIAx50RWQTuue47BZERAzAjGjOiMSMaM6IxIxozojEjmsjIL9m+asyIxoxozEhMkvwGwVOWLK1NwN0AAAAASUVORK5CYII=)

**PROGRAM OBJECTIVE:** Write a C program to check if a Binary Search Tree is balanced.

**PROGRAM CODE:**

#include <stdio.h>

#include <stdbool.h>

struct Node {

int data;

struct Node\* left;

struct Node\* right;};

struct Node\* newNode(int data) {

struct Node\* node = (struct Node\*)malloc(sizeof(struct Node));

node->data = data;

node->left = node->right = NULL;

return node;}

int height(struct Node\* root) {

if (root == NULL)

return 0;

int leftHeight = height(root->left);

int rightHeight = height(root->right);

return (leftHeight > rightHeight ? leftHeight : rightHeight) + 1;}

bool isBalanced(struct Node\* root) {

if (root == NULL)

return true;

int leftHeight = height(root->left);

int rightHeight = height(root->right);

if (abs(leftHeight - rightHeight) > 1)

return false;

return isBalanced(root->left) && isBalanced(root->right);}

int main() {

struct Node\* root = newNode(10);

root->left = newNode(5);

root->right = newNode(20);

root->left->left = newNode(3);

root->left->right = newNode(7);

root->right->right = newNode(30);

if (isBalanced(root))

printf("The tree is balanced\n");

else

printf("The tree is not balanced\n");

return 0;}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOwAAAAhCAMAAADte7dMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABXUExURdPT0w8PDw8Potj///DCe6LZ/////w+k2P/Zov//8MF5D3vC8P//2KIPDw8Pe8Hw/9ikDw95wfD////wwXsPonsPD6LZ8PDw8NjwwcHZwf/w8PD/8KIPorWYiEEAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAIhSURBVFhH7ZbrcoIwEIWLSlBpQbD2/v7P2T27m5BAsFrpdCbm/LAxOdndLzf7cFcq7kgZNlVl2FSVYVNVhk1VGTZVZdhitd5oaxmVZi5eLFNljNlq+2JVu7225vUr2PrxSVsX6jrYomjaP4fFikK7/dKw8/o3WJJmuTfY2hhBokZwCFdr2X8apQSl2tAb9+MQG3MYmsGgl6nrcai418I2rfrr4zMl4JnoE5vLhJl26jnNwZrjSdolFdL1YfV2Z+ncb2nK8SQOWKN+6hBYdrz4Va3Wr8hEIVZvJzJIyRYW1gpANVgqLFnXk7d5h9dm4v5bdpYiMpOUOTq3Ayyg8K2EH0cy6rewlsGTZOJyIV0m38grUcPAR54zQS6TmG+9syhZyh5FsiyuRvFjctRvYekUj2llpjsK8jVcFeBxWAyqgeQySfAlYHHJJhdiAsuXhrSN+x3s9EJLJv7EmLuXAitxfVgXaci0HKzlCjSBFT8U9XslUoaAVmZifDiproyux5+zO0taDjYaw3Y6WLsTczk9WM8Laabdnq/mCJa66TOAFRvkMvGcpo0mDvUTbNPaBfQkK+7BUouLRICI38Lygxs+1ZyJu/AQ07HlQS0DUekk+LDUR0N4jYdMeJbLj8/bYfVuCJwT/teiwQEWZepNnfj1hxnB2DVsMsR2dOH38/ELifU2Uieu8SHYWYkhu2gzYeamux42bWXYVJVhU1WGTVNF8Q14Lztp8ZSXoAAAAABJRU5ErkJggg==)

**PROGRAM OBJECTIVE:** Write a C program to sort an array using Bubble Sort technique.

**PROGRAM CODE:**

#include <stdio.h>

void bubbleSort(int arr[], int n) {

for (int i = 0; i < n-1; i++) {

for (int j = 0; j < n-i-1; j++) {

if (arr[j] > arr[j+1]) {

// Swap arr[j] and arr[j+1]

int temp = arr[j];

arr[j] = arr[j+1];

arr[j+1] = temp;

}

}

}

}

void printArray(int arr[], int n) {

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {64, 25, 12, 22, 11};

int n = sizeof(arr)/sizeof(arr[0]);

printf("Original array: ");

printArray(arr, n);

bubbleSort(arr, n);

printf("Sorted array: ");

printArray(arr, n);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to sort an array using Selection Sort technique.

**PROGRAM CODE:**

#include <stdio.h>

void selectionSort(int arr[], int n) {

for (int i = 0; i < n-1; i++) {

// Find the minimum element in the unsorted portion

int minIndex = i;

for (int j = i+1; j < n; j++) {

if (arr[j] < arr[minIndex]) {

minIndex = j;

}

}

if (minIndex != i) {

int temp = arr[i];

arr[i] = arr[minIndex];

arr[minIndex] = temp;

}

}

}

void printArray(int arr[], int n) {

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {64, 25, 12, 22, 11};

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

printArray(arr, n);

selectionSort(arr, n);

printf("Sorted array: ");

printArray(arr, n);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to sort an array using Insertion Sort technique.

**PROGRAM CODE:**

#include <stdio.h>

void insertionSort(int arr[], int n) {

for (int i = 1; i < n; i++) {

int key = arr[i];

int j = i - 1;

while (j >= 0 && arr[j] > key) {

arr[j + 1] = arr[j];

j--;

}

arr[j + 1] = key;

}

}

void printArray(int arr[], int n) {

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int n;

printf("Enter the number of elements: ");

scanf("%d", &n);

int arr[n];

printf("Enter the elements of the array:\n");

for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

insertionSort(arr, n);

printf("Sorted array: ");

printArray(arr, n);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to sort an array using Merge Sort technique.

**PROGRAM CODE:**

#include <stdio.h>

void merge(int arr[], int left, int mid, int right) {

int n1 = mid - left + 1;

int n2 = right - mid;

int L[n1], R[n2];

for (int i = 0; i < n1; i++)

L[i] = arr[left + i];

for (int j = 0; j < n2; j++)

R[j] = arr[mid + 1 + j];

int i = 0, j = 0, k = left;

while (i < n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++; } else { arr[k] = R[j]; j++; } k++; }

while (i < n1) {

arr[k] = L[i]; i++; k++; }

while (j < n2) { arr[k] = R[j]; j++; k++; }}

void mergeSort(int arr[], int left, int right) {

if (left < right) { int mid = left + (right - left) / 2;

mergeSort(arr, left, mid); mergeSort(arr, mid + 1, right); merge(arr, left, mid, right); }}

void printArray(int arr[], int n) {

for (int i = 0; i < n; i++) { printf("%d ", arr[i]); } printf("\n");}

int main() {

int n; printf("Enter the number of elements: ");

scanf("%d", &n); int arr[n];

printf("Enter the elements of the array:\n");

for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

mergeSort(arr, 0, n - 1); printf("Sorted array: ");

printArray(arr, n);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to sort an array using Quick Sort technique.

**PROGRAM CODE:**

#include <stdio.h>

void swap(int\* a, int\* b) {

int temp = \*a;

\*a = \*b;

\*b = temp;}

int partition(int arr[], int low, int high) {

int pivot = arr[high];

int i = low - 1;

for (int j = low; j < high; j++) {

if (arr[j] < pivot) {

i++;

swap(&arr[i], &arr[j]);}}

swap(&arr[i + 1], &arr[high]);

return i + 1;}

void quickSort(int arr[], int low, int high) {

if (low < high) {

int pi = partition(arr, low, high);

quickSort(arr, low, pi - 1);

quickSort(arr, pi + 1, high);}}

void printArray(int arr[], int n) {

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int n;

printf("Enter the number of elements: ");

scanf("%d", &n);

int arr[n];

printf("Enter the elements of the array:\n");

for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

quickSort(arr, 0, n - 1);

printf("Sorted array: ");

printArray(arr, n);

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PROGRAM OBJECTIVE:** Write a C program to implement Linear Search and Binary Search.

**PROGRAM CODE:**

#include <stdio.h>

int linearSearch(int arr[], int n, int key) {

for (int i = 0; i < n; i++) {

if (arr[i] == key) return i;}

return -1;}

int binarySearch(int arr[], int low, int high, int key) {

while (low <= high) {

int mid = low + (high - low) / 2;

if (arr[mid] == key) return mid;

else if (arr[mid] < key) low = mid + 1;

else high = mid - 1;} return -1;}

void bubbleSort(int arr[], int n) {

for (int i = 0; i < n - 1; i++) {

for (int j = 0; j < n - i - 1; j++) {

if (arr[j] > arr[j + 1]) {

int temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;}}}}

void printResult(const char\* searchType, int result) {

if (result != -1) printf("%s: Element found at index %d\n", searchType, result);

else printf("%s: Element not found\n", searchType);}

void performSearches(int arr[], int n, int key) {

printResult("Linear Search", linearSearch(arr, n, key));

bubbleSort(arr, n);

printResult("Binary Search", binarySearch(arr, 0, n - 1, key));}

int main() {

int arr[] = {10, 23, 5, 17, 9};

int n = sizeof(arr) / sizeof(arr[0]);

int key = 17;

printf("Array elements: ");

for (int i = 0; i < n; i++) printf("%d ", arr[i]);

printf("\nElement to search: %d\n", key);

performSearches(arr, n, key);

return 0;

}

**OUTPUT:**
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